# Angular 6

**Setting up Angular 6 Development environment**  
  
**Step 1 :** Install Node and NPM using the link below. <https://nodejs.org/en/download/>  
  
You need Node version 8.x or greater and NPM version 5.x or greater. To veriify the version of NODE and NPM you have, execute the following 2 commands using the command prompt window as an administrator.

node -v  
npm -v

If you already have NODE and NPM installed and if you want to upgrade to the latest version simply download and run the installer again, and it will automatically update NODE and NPM to the latest version.   
  
**Step 2 :**Install Angular CLI. It is a command line tool that help us create angular applications quickly and easily following angular's best practices and conventions. It's a great tool to increase productivity as an angular developer.   
  
If you do not have Angular CLI installed already, execute the following command and it will install the latest version.

npm install -g @angular/cli

If you already have Angular CLI installed, and you want to upgrade to latest version, then execute following command

npm install -g @angular/cli@latest

**Create a new Angular 6 project using the Angular CLI :**   
Run the command prompt window as an administrator. Execute the following command to create a new project.

ng new Angular6Project -d

**Command Explanation**

|  |  |
| --- | --- |
| ng | Is the Angular CLI |
| new | For generating a new project |
| Angular6Project | Is the name of the project |
| -d | This is dry-run flag. This flag instructs Angular CLI just to list the files it's going to create. It does not actually create them. This is a great option, because it lets us see what files will be generated without actually generating them. |

In our case, we do not want test files to be generated so let's also use --skip-tests option to skip generating test files. The following generates a new Angular 6 project and all the required files. Notice, we have not used -d option, so Angular CLI will create the Angular project and all the required files.

ng new Angular6Project --skip-tests

**Running the Angular 6 Project**   
  
**Step 1 :** In the command prompt window, use the following command to go to the project directory

cd Angular6Project

**Step 2 :** Execute the following command to run the Angular 6 project. This command builds, launches your default browser and serves the application using the default port number 4200 (http://localhost:4200/)

ng serve --open (short cut command : ng s -o)

At this point you will see the following on the browser. This message is coming from the root component

**AppComponent**.  
  
**Welcome to Angular6Project!**  
  
The project structure and the files in angular project have not changed much between Angular 5 and Angular 6. One change I can point out at this time is the Angular CLI configuration file. Prior to Angular 6, the Angular CLI configuration file is called ***angular-cli.json***. In Angular 6, it is renamed to just ***angular.json***. It's not a simple rename, the file format is also slightly different.

The ***src***folder contains the angular application components, templates, services, styles, images, and anything else the application needs. The files outside of this folder are meant to support building, testing, maintaining, documenting, and deploying the angular application.   
  
To confirm this Angular application is using Angular Version 6, open ***package.json***file and notice all the Angular packages version is 6.1.0.

Install bootstrap using the following NPM command  
**npm install bootstrap@3 jquery --save**  
  
This installs Bootstrap in the ***node\_modules***folder. If you do not find the bootstrap folder in node\_modules folder, restart visual studio code and you will find it. You can also execute the following command in the integrated terminal window and search for bootstrap folder.  
**dir node\_modules**   
  
In Angular CLI configuration file include the path to the Bootstrap CSS file in the styles array. Remember in Angular 6, the Angular CLI configuration file is renamed to ***angular.json***from ***angular-cli.json***.

"styles": [

  "src/styles.css",

  "node\_modules/bootstrap/dist/css/bootstrap.min.css"

]

Bootstrap relies on jQuery for some of it's features. If you plan on using those features, please include the path to jQuery and Bootstrap jQuery files in the scripts array in angular.json file.

"scripts": [

  "node\_modules/jquery/dist/jquery.min.js",

  "node\_modules/bootstrap/dist/js/bootstrap.min.js"

]

To verify that you have the correct paths specified, you can request the respective files by running the angular project and pointing your browser to http://localhost:4200/node\_modules/bootstrap/dist/css/bootstrap.min.css   
  
A quick additional test to verify, Bootstrap styles work as expected, include the following button in the root component (app.component.html) file.

<button class="btn btn-primary">

    Bootstrap Styled Button

</button>

# Angular 6 routing

Create following 2 components, so we can setup routing to navigate between these components.

CreateEmployeeComponent, ListEmployeesComponent

ng g c employee/create-employee --spec=false --flat=true  
ng g c employee/list-employees --spec=false --flat=true

**Step 1 : Set <base href="/"> in index.html :** When setting up routing in an angular application, the first step is to set the base path using the base href element. The base path tells the angular router, how to compose navigation URLs. When you create a new Angular 6 project, this is included automatically by the Angular CLI.   
  
**Step 2 : Create a separate routing module :** If routing is in it's own module, it is easier to find and change routing code if required. By convention, the routing module class name is called AppRoutingModule and the file is named app-routing.module.ts.

ng generate module app-routing --flat=true --module=app

ng g m app-routing --flat=true -m=app

**Step 3 : Import the Angular RouterModule into the AppRoutingModule and configure the application routes** Here is the modified AppRoutingModule file (app-routing.module.ts). Please note that, the CommonModule is not required in the routing module, so I have deleted it's reference. We generally don't declare components in the routing module so, I also deleted declarations array from @NgModule decorator.

import { NgModule } from '@angular/core';

import { RouterModule, Routes } from '@angular/router';

// Import the components so they can be referenced in routes

import { CreateEmployeeComponent } from './employee/create-employee.component';

import { ListEmployeesComponent } from './employee/list-employees.component';

// last route path is empty. This specifies route to redirect to if client side path is empty.

const appRoutes: Routes = [

  { path: 'list', component: ListEmployeesComponent },

  { path: 'create', component: CreateEmployeeComponent },

  { path: '', redirectTo: '/list', pathMatch: 'full' }

];

// Pass configured routes to forRoot() method to let the angular router know about our routes

// Export imported RouterModule so router directives are available to module that imports this AppRoutingModule

@NgModule({

  imports: [ RouterModule.forRoot(appRoutes) ],

  exports: [ RouterModule ]

})

export class AppRoutingModule { }

**Step 4 :** In the application root component file (**app.component.html**), create the navigation menu and tie the configured routes to it. The directive tells the router where to display routed views.

<div class="container">

    <nav class="navbar navbar-default">

        <ul class="nav navbar-nav">

            <li><a routerLinkActive="active" routerLink="list">List</a></li>

            <li><a routerLinkActive="active" routerLink="create">Create</a></li>

        </ul>

    </nav>

    <router-outlet></router-outlet>

</div>

# Angular Reactive Forms

There are 2 ways to create forms in Angular

1. Template Driven Forms
2. Reactive Forms (Also called Model Driven Forms)

**Template Driven Forms** are heavy on the template meaning we create the form completely in HTML. Template driven forms are easy to build and understand. They are great for creating simple forms. However, creating complex forms using template driven approach is not recommended as the HTML can get very complicated and messy. It is not easy to unit test template forms as the logic is in the HTML.   
  
**Reactive forms**on the other hand allow us to build the form completely in code. This is more flexible and has many benefits over template forms. For example, it is easy to **add form input elements dynamically** and **adjust validation at run-time** based on the decisions made in code. It is also **easy to unit test** as most of the logic and validation is in the component class. The only downside of reactive forms is that they require more code than template forms.   
  
With a reactive form, we create the entire form control tree in the component class code.   
![angular reactive forms tutorial](data:image/png;base64,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)   
**Creating a form group model :**Two classes that we commonly use to create a form control tree is **FormGroup**and **FormControl**. As the names imply to create a form with a group of controls, we create an instance of FormGroup class and to create each input element i.e a form control, we create an instance of FormControl class. create-employee.component.ts

import { Component, OnInit } from '@angular/core';

// Import FormGroup and FormControl classes

import { FormGroup, FormControl } from '@angular/forms';

@Component({

  selector: 'app-create-employee',

  templateUrl: './create-employee.component.html',

  styleUrls: ['./create-employee.component.css']

})

export class CreateEmployeeComponent implements OnInit {

  // This FormGroup contains fullName and Email form controls

  employeeForm: FormGroup;

  constructor() { }

  // Initialise the FormGroup with the 2 FormControls we need.

  // ngOnInit ensures FormGroup and it's form controls are created when component is initialised

  ngOnInit() {

    this.employeeForm = new FormGroup({

      fullName: new FormControl(),

      email: new FormControl()

    });

  }

}

Right click and go to the definition on **FormGroup**class constructor. Notice it has 3 parameters.

constructor(

controls: { [key: string]: AbstractControl;},

validatorOrOpts?: ValidatorFn | ValidatorFn[] | AbstractControlOptions | null,

asyncValidator?: AsyncValidatorFn | AsyncValidatorFn[] | null);

The first parameter (**controls**) is required, but the rest of the 2 parameters are optional.

The controls parameter is used to pass the collection of child controls. In our case we want 2 child controls in the FormGroup - fullName and email. So we pass an object with key/value pairs. The key is the name for the control and the value is an instance of the FormControl class. But, wait a minute, from the intellisense, I see that the value is AbstractControl and not FormControl.

constructor(controls: { [key: string]: AbstractControl;}

**How are we able to pass a FormControl instance when it is expecting AbstractControl instance.**   
FormControl class inherits from AbstractControl class. This allows us to pass FormControl instance as the value. Both FormControl and FormGroup classes inherit from AbstractControl class. This allows us to pass either a FormControl or a FromGroup instance as the value.    
  
If you are wondering, **why do we need to pass a FromGroup instance as the value**.   
Well, a FormGroup can have a nested FormGroup.  
  
**Binding the FormGroup model and the view :**  
Now we need to **bind the view template to the form group model**we created in the component class. For this we make use of the following 2 directives provided by Angular ReactiveFroms module.

* formGroup
* formControlName

<form class="form-horizontal" ***[formGroup]="employeeForm"***>

  <div class="panel panel-primary">

    <div class="panel-heading">

      <h3 class="panel-title">Create Employee</h3>

    </div>

    <div class="panel-body">

      <div class="form-group">

        <label class="col-sm-2 control-label" for="fullName">Full Name</label>

        <div class="col-sm-8">

          <input id="fullName" type="text" class="form-control"***formControlName="fullName"***>

        </div>

      </div>

      <div class="form-group">

        <label class="col-sm-2 control-label" for="email">Email</label>

        <div class="col-sm-8">

          <input id="email" type="text" class="form-control" ***formControlName="email"***>

        </div>

      </div>

    </div>

    <div class="panel-footer">

      <button class="btn btn-primary" type="submit">Save</button>

    </div>

  </div>

</form>

**Note :**

To bind the <form> element to the employeeForm group in the component class we use the formGroup directive. Since "employeeForm" is a **property** we use square brackets around the formGroup directive to indicate that we are binding to a property.

To bind each input element to the associated FormControl in the FormGroup model, we use formControlName directive. Notice we are not using square brackets with formControlName directive. This is because, in this case we are binding to a form control name which is a **string** and not a property.

At this point, if you view the page in the browser, you will see the following error in the browser console.  
Can't bind to 'formGroup' since it isn't a known property of 'form'   
  
This is because, the 2 directives (formGroup and formControlName) are in ReactiveForms module, but we have not yet imported it in our root module. So in the AppModule (**app.module.ts file**), import ReactiveFormsModule and include it in the **imports**array.

import { ReactiveFormsModule } from '@angular/forms';

**Accessing form data :**To access form data, bind to the ngSubmit event on the <form>element. This ngSubmit event is raised when a button with input type=submit is clicked.

<form class="form-horizontal" [formGroup]="employeeForm"

      (ngSubmit)="onSubmit()">

In the component class (**create-employee.component.ts**), include **onSubmit()** method as shown below.

onSubmit(): void {

  console.log(this.employeeForm.value);

}

At this point, fill out the form and click **Save**button. Notice, the **Formgroup**value property is logged to the console. The value property of the **FormGroup**contains each form control name and it's associated value.

**Notes:**

When working with reactive forms we create instances of **FormControl**and **FormGroup**classes to create form model.

To bind an HTML <form> tag in the template to the **FromGroup**instance in the component class, we use **formGroup**directive

To bind an  HTML <input> element in the template to the **FormControl**instance in the component class, we use **formControlName**directive

**formGroup**and **formControlName**directives are provided by the **ReactiveFormsModule**

Both **FormControl**and **FormGroup**classes inherit from **AbstractControl**base class

The **AbstractControl**class has properties that help us track both **FormControl**and **FormGroup**value and state

**The following are some of the useful properties provided by the AbstractControl class**

* value
* errors
* valid
* invalid
* dirty
* pristine
* touched
* untouched

**FormControl**instance tracks the value and state of the individual html element it is associated with  
**FormGroup**instance tracks the value and state of all the form controls in it's group  
  
To see form model we created using **FormGroup**and **FormControl**classes, log the employeeForm to the console.   
onSubmit(): void {  
  console.log(this.employeeForm);  
}

To access the FormGroup properties use, **employeeForm**property in the component class. When you press DOT on the employeeForm property you can see all the available properties and methods.   
  
![angular form control and form group](data:image/png;base64,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) ![angular formgroup example](data:image/png;base64,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)  
  
To access a **FormControl**in a **FormGroup**, we can use one of the following 2 ways.

employeeForm.controls.fullName.value  
employeeForm.get('fullName').value

**Note:**This same code works, both in the template and component class.  
  
Please include the following HTML, just after the <form> tag, in the template, and you can see the property values change as you interact with the form controls on the form.

<table border="1">

  <tr>

    <th style="padding: 10px">FormGroup</th>

    <th style="padding: 10px">FormControl (fullName)</th>

  </tr>

  <tr>

    <td style="padding: 10px">

      touched : {{ employeeForm.touched }}<br/>

      dirty : {{ employeeForm.dirty }}<br/>

      valid : {{ employeeForm.valid }}<br/>

      Form Values : {{employeeForm.value | json}} <br/>

    </td>

    <td style="padding: 10px">

      touched : {{ employeeForm.get('fullName').touched }}<br/>

      dirty : {{ employeeForm.get('fullName').dirty }}<br/>

      valid : {{ employeeForm.get('fullName').valid }}<br/>

      FullName Value : {{employeeForm.get('fullName').value}}<br/>

    </td>

  </tr>

</table>

In addition to these properties, **AbstractControl**also provides the following methods. In our upcoming videos we will use these properties and methods for form validation and working with data.

* setValidators()
* clearValidators()
* updateValueAndValidity()
* setValue()
* patchValue()
* Reset()

## Nested Form Groups

In addition to **fullName**and **email**, we want to add the following 3 fields to "Create Employee" form.

* Skill Name
* Experience in Years
* Proficiency

We want to be able to add multiple skills dynamically at run time, by clicking **"Add a new skill"** button and  
keep "Add a new skill" button disabled, until all the skill related fields are properly filled and valid.   
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So in short, the requirement is to dynamically create group of form fields and also validate them as a single group so "Add a new skill" button can be enabled or disabled based on the validation state of the group. This can be very easily achieved using a nested form group. So, first let's create a nested form group for skill related fields in the component class.   
  
**Step 1: Creating a nested form group in the component class :**Form groups can accept both form control and form group instances as children. This allows us to create a nested form group. Modify the code in ngOnInit() life cycle hook as shown below. Notice we have created a nested form group with key - **skills**.

ngOnInit() {

  this.employeeForm = new FormGroup({

    fullName: new FormControl(),

    email: new FormControl(),

    // Create skills form group

    skills: new FormGroup({

      skillName: new FormControl(),

      experienceInYears: new FormControl(),

      proficiency: new FormControl()

    })

  });

}

**Step 2: Grouping the nested form in the template :** To group the form elements in the HTML, encapsulate the form elements in a <div> element and use the **formGroupName**directive on that container <div> element. Bind the **formGroupName**directive to the skills **FormGroup**instance in the component class. Bind each input element in the HTML, to the corresponding **FormControl**instance using the **formControlName**directive.

<div formGroupName="skills">

  <div class="form-group">

    <label class="col-sm-2 control-label" for="skillName">

      Skill

    </label>

    <div class="col-sm-4">

      <input type="text" class="form-control" id="skillName"

          placeholder="Name" formControlName="skillName">

    </div>

    <div class="col-sm-4">

      <input type="text" placeholder="Experience in Years"

          class="form-control" formControlName="experienceInYears">

    </div>

  </div>

  <div class="form-group">

    <label class="col-md-2 control-label">Proficiency</label>

    <div class="col-md-8">

      <label class="radio-inline">

        <input id="proficiency" type="radio" value="beginner"

               formControlName="proficiency">Beginner

      </label>

      <label class="radio-inline">

        <input id="proficiency" type="radio" value="intermediate"

               formControlName="proficiency">Intermediate

      </label>

      <label class="radio-inline">

        <input id="proficiency" type="radio" value="advanced"

               formControlName="proficiency">Advanced

      </label>

    </div>

  </div>

</div>

At this point, save all the changes and when you fill out the form, skills nested formgroup value is reflected on the page.    
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**Please note :** If you do not see the nested **formgroup**value displayed, make sure you have the following in the template after the closing <form> element.  
Form Values : {{employeeForm.value}}   
  
In our upcoming sessions we will discuss, form validation and dynamically adding form controls.

## Setvalue and Patchvalue Methods

**Update HTML elements on a form with new data**.   
  
First let's understand **why we need to update HTML elements on a form with new data**. Let's say, we are using the form below to edit an existing employee. To be able to edit an existing employee details we have to retrieve data from a server and then update the form controls on the form with that retrieved data.   
  
This can be very easily achieved using **setValue()** method.   
  
Modify the HTML in **"create-employee.component.html"** file to include **"Load Data"**button   
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I included **"Load Data"** button in the bootstrap panel footer. Please note that, I have wrapped both the buttons in a <div> element with "btn-toolbar" class so we get a space between the buttons. Otherwise, they will be joined together.

<div class="panel-footer">

  <div class="btn-toolbar">

  <button class="btn btn-primary" type="submit">Save</button>

  <button class="btn btn-primary" type="button"

          (click)="onLoadDataClick()">Load Data</button>

</div>

In the component class, include **onLoadDataClick()** method

onLoadDataClick(): void {

  this.employeeForm.setValue({

    fullName: 'Pragim Technologies',

    email: 'pragim@pragimtech.com',

    skills: {

      skillName: 'C#',

      experienceInYears: 5,

      proficiency: 'beginner'

    }

  });

}

At this point, when **"Load Data"** button is clicked, the form controls are updated with the form model data specified in **onLoadDataClick()** event handler.   
  
**Updating only a sub-set of HTML elements on the form :**If I want to update only a sub-set of HTML elements on the form, can I still use **setValue()** method. The answer is NO. Let's see what happens if I use **setValue()** method and try to update only **fullName**and **email**fields.  
  
Comment the code in **onLoadDataClick()** event handler as shown below.

onLoadDataClick(): void {

  this.employeeForm.setValue({

    fullName: 'Pragim Technologies',

    email: 'pragim@pragimtech.com',

    // skills: {

    //   skillName: 'C#',

    //   experienceInYears: 5,

    //   proficiency: 'beginner'

    // }

  });

}

At this point, when **"Load Data"** button is clicked, you will see the following error in the browser developer tools.  
Must supply a value for form control with name: 'skills'   
  
If you want to update only a sub-set of form controls, then use **patchValue()** method instead of **setValue()**.

onLoadDataClick(): void {

  this.employeeForm.patchValue({

    fullName: 'Pragim Technologies',

    email: 'pragim@pragimtech.com',

    // skills: {

    //   skillName: 'C#',

    //   experienceInYears: 5,

    //   proficiency: 'beginner'

    // }

  });

}

At this point, when **"Load Data"** button is clicked, fullName and email form controls are updated as expected.   
  
**Can I use patchValue() to update all the formControls**  
Yes, you can use patchValue() to either update all the formControls or only a sub-set of form controls. In either cases, patchValue() method succeeds without any error. setValue() on the other hand can only be used to update all the form controls. You cannot use it to update a sub-set of form controls. If you try to, you will get an error.    
  
So setValue() is very useful when we want to update all the form controls. If we accidentally miss a value for a formcontrol, setValue() fails with an error so we know we are missing something. patchValue() on the other hand silently fails without an error. So, you may not realise you have missed something, especially when you have a very large form group.  
  
So in short, **use setValue() to update all form controls and patchValue() to update a sub-set of form controls**

## Angular formbuilder

**In Angular, there are 2 ways to create reactive forms**

1. Explicitly creating instances of FormGroup and FormControl classes using the **new**keyword.
2. Using the FormBuilder class

The **FormBuilder**class provides syntactic sugar that shortens creating instances of a FormControl, FormGroup, or FormArray. It reduces the amount of code we have to write to build complex reactive forms. The FormBuilder service has three methods:

* control() - Construct a new FormControl instance
* group() - Construct a new FormGroup instance
* array() - Construct a new FormArray instance

**Step 1 :** Import FormBuilder    
The FormBuilder class is provided as a service, so first let's import the service

import { FormBuilder } from '@angular/forms';

**Step 2 :** Inject the FormBuilder service    
Once the FormBuilder service is imported, inject it into the component using the constructor

constructor(private fb: FormBuilder) { }

**Step 3 :**Use the FormBuilder

* Notice in the example below, we are using the FormBuilder group() method to create a FormGroup instance.
* To the method we pass an object that contains a collection of child controls.
* For each child control we specify a key and value.
* Key is the name of the form control and the value is an array.
* The first element of the array is used to specify an initial value for the form control.
* The second and third elements of the array are used to specify synchronous and asynchronous validators for the form control. We will discuss these when we discuss form validation in our upcoming videos.
* For now, we have defined just the initial value using the first element of the array.
* We have specified an empty string as the default value for all the controls except proficiency radio buttons.
* For proficiency we have a default value of **beginner**. So the respective radio button is selected when form loads.

this.employeeForm = this.fb.group({

  fullName: [''],

  email: [''],

  skills: this.fb.group({

    skillName: [''],

    experienceInYears: [''],

    proficiency: ['beginner']

  }),

});

FormBuilder reduces the amount of boilerplate code we have to write to build complex reactive forms.

### Reactive Forms Validation

**Step 1 - Import Angular Validators class :** This class has the following validator functions

import { Validators } from '@angular/forms';

|  |  |
| --- | --- |
| **Function** | **Description** |
| required | Validate that a field has a value. Used for required fields. For example, Name is required. |
| requiredTrue | Validate that the field value is true. This validator is commonly used on a required checkbox. For example, "I Agree to the terms" checkbox must be checked to submit the form. |
| email | Validate that the field value has a valid email pattern. For example, abc is not a valid email. |
| pattern | Validate that the field value matches the specified regex pattern. |
| min | Validate that the field value is greater than or equal to the provided number. |
| max | Validate that the field value is less than or equal to the provided number. |
| minLength | The number of characters in the field must be greater than or equal to the provided minimum length. |
| maxLength | The number of characters in the field must be less than or equal to the provided maximum length. For example, Description cannot exceed 500 characters. |

Most of our validation requirements can be met using one or more of the following built-in validator functions.

We can also write **custom validator**, if requirements are not met using one of the above built-in validator functions.

**Step 2 - Specify the validators on the fullName Field :** Notice, along with a default value of empty string, we are passing an array of validator functions. In our case 3 - required, minLength and maxLength.

this.employeeForm = this.fb.group({

  fullName: ['', [Validators.required, Validators.minLength(2), Validators.maxLength(10)]],

  // OtherFields...

});

**Step 3 - Modify the fullName field in the template to display validation error messages.**

<div class="form-group"

      [ngClass]="{'has-error': ((employeeForm.get('fullName').touched ||

                                 employeeForm.get('fullName').dirty) &&

                                 employeeForm.get('fullName').errors)}">

  <label class="col-sm-2 control-label" for="fullName">Full Name</label>

  <div class="col-sm-8">

    <input id="fullName" type="text" class="form-control"formControlName="fullName">

    <span class="help-block"

          \*ngIf="((employeeForm.get('fullName').touched ||

                   employeeForm.get('fullName').dirty) &&

                   employeeForm.get('fullName').errors)">

  <span \*ngIf="employeeForm.get('fullName').errors.required">Full Name is required</span>

      <span \*ngIf="employeeForm.get('fullName').errors.minlength ||

                   employeeForm.get('fullName').errors.maxlength">

          Full Name must be greater than 2 characters and less than 10 characters

      </span>

    </span>

  </div>

</div>

At moment, the validation messages are still in the template HTML. We can also move them into the component class.

### Form Control Valuechanges

how to monitor and react when a form control or form group value changes.   
  
**Angular valueChanges Observable**

* Both FormControl and FormGroup classes inherit from the base AbstractControl class
* AbstractControl class has valueChanges property
* valueChanges property is an observable that emits an event every time the value of the control changes
* To be able to monitor and react when the FormControl or FormGroup value changes, subscribe to the valueChanges observable
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**For example**, if you want to monitor and log to the console as the value of a **fullName**form control changes, subscribe to it's valueChanges observable as shown below.

ngOnInit() {

  this.employeeForm = this.fb.group({

    fullName: ['',

    [

        Validators.required, Validators.minLength(2),Validators.maxLength(10)]

    ],

    email: [''],

    skills: this.fb.group({

      skillName: ['C#'],

      experienceInYears: [''],

      proficiency: ['beginner']

    }),

  });

  // Subscribe to valueChanges observable

  this.employeeForm.get('fullName').valueChanges.subscribe(

    value => {

      console.log(value);

    }

  );

}

We placed the code to subscribe to the valueChanges Observable in ngOnInit lifecycle hook. This is because, we want to start monitoring and reacting to fullName form control value immediately after the component is initialised.  
  
Every time the value of the fullName form control changes, the value is passed as a parameter to the subscribe method and the associated code is executed.  
  
Since FormGroup class also inherit from AbstractControl class, we can also subscribe to the FormGroup valueChanges observable. This allows us to monitor and react when any control value in that FormGroup changes.

// Subscribe to FormGroup valueChanges observable

this.employeeForm.valueChanges.subscribe(

  value => {

    console.log(JSON.stringify(value));

  }

);

**Subscribing to valueChanges observable and there by monitoring a form control or form group allow us:**

* Implementing auto-complete feature
* Dynamically validating form controls
* Move validation messages from the view template to the component class

### Loop through all form controls in formgroup

loop through all form controls in a formgroup including nested form groups in a reactive form.   
  
It can help us perform the following on all the form controls in a reactive form

* Reset form controls
* Enable or disable all form controls or just the nested formgroup controls
* Set validators and clear validators
* Mark form controls as dirty, touched, untouched, pristine etc.
* Move validation messages and the logic to show and hide them into the component class from the view template.

Here is what we want to do : Loop through each form control in the following employeeForm form group including nested skills form group and log the form control key and value to the console.

this.employeeForm = this.fb.group({

  fullName: [''],

  email: [''],

  skills: this.fb.group({

    skillName: [''],

    experienceInYears: [''],

    proficiency: ['beginner']

  }),

});

**Here is the method. It is commented and self-explanatory**

logKeyValuePairs(group: FormGroup): void {

  // loop through each key in the FormGroup

  Object.keys(group.controls).forEach((key: string) => {

    // Get a reference to the control using the FormGroup.get() method

    const abstractControl = group.get(key);

    // If the control is an instance of FormGroup i.e a nested FormGroup

    // then recursively call this same method (logKeyValuePairs) passing it

    // the FormGroup so we can get to the form controls in it

    if (abstractControl instanceof FormGroup) {

      this.logKeyValuePairs(abstractControl);

      // If the control is not a FormGroup then we know it's a FormControl

    } else {

      console.log('Key = ' + key + ' && Value = ' + abstractControl.value);

    }

  });

}

We want every form control key and value to be logged to the console as shown below.   
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### Validation Messages in Component Class

There are several benefits to **move validation messages to the component class.**

* Easily unit test validation logic
* Instead of hard-coding validation messages , we can load them from an external source like a database or a file.
* Change validation dynamically at run-time based on the decisions made in code or user selections

**Changes in create-employee.component.ts file :**

// This object will hold the messages to be displayed to the user

// Notice, each key in this object has the same name as the

// corresponding form control

formErrors = {

  'fullName': '',

  'email': '',

  'skillName': '',

  'experienceInYears': '',

  'proficiency': ''

};

validationMessages = {

  'fullName': {

    'required': 'Full Name is required.',

    'minlength': 'Full Name must be greater than 2 characters.',

    'maxlength': 'Full Name must be less than 10 characters.',

  },

  'email': {

    'required': 'Email is required.'

  },

  'skillName': {

    'required': 'Skill Name is required.',

  },

  'experienceInYears': {

    'required': 'Experience is required.',

  },

  'proficiency': {

    'required': 'Proficiency is required.',

  },

};

ngOnInit() {

  // Modify the code to include required validators on all form controls

  this.employeeForm = this.fb.group({

    fullName: ['', [Validators.required,

    Validators.minLength(2), Validators.maxLength(10)]],

    email: ['', Validators.required],

    skills: this.fb.group({

      skillName: ['', Validators.required],

      experienceInYears: ['', Validators.required],

      proficiency: ['', Validators.required]

    }),

  });

}

logValidationErrors(group: FormGroup): void {

  // Loop through each control key in the FormGroup

  Object.keys(group.controls).forEach((key: string) => {

    // Get the control. The control can be a nested form group

    const abstractControl = group.get(key);

    // If the control is nested form group, recursively call

    // this same method

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

      // If the control is a FormControl

    } else {

      // Clear the existing validation errors

      this.formErrors[key] = '';

      if (abstractControl && !abstractControl.valid) {

        // Get all the validation messages of the form control

        // that has failed the validation

        const messages = this.validationMessages[key];

        // Find which validation has failed. For example required,

        // minlength or maxlength. Store that error message in the

        // formErrors object. The UI will bind to this object to

        // display the validation errors

        for (const errorKey in abstractControl.errors) {

          if (errorKey) {

            this.formErrors[key] += messages[errorKey] + ' ';

          }

        }

      }

    }

  });

}

onLoadDataClick(): void {

  this.logValidationErrors(this.employeeForm);

  console.log(this.formErrors);

}

**Validation Logic in Component Class**

**create-employee.component.html :**

Modify the HTML as shown below. Notice, now we are binding to **formErrors.fullName**property. All the complex logic is moved to the component class. Notice the HTML here is much less than what we have had before.

<div class="form-group" [ngClass]="{'has-error': formErrors.fullName}">

  <label class="col-sm-2 control-label" for="fullName">Full Name</label>

  <div class="col-sm-8">

    <input id="fullName" type="text" class="form-control"formControlName="fullName">

    <span class="help-block" \*ngIf="formErrors.fullName">

      {{formErrors.fullName}}

    </span>

  </div>

</div>

**Changes in create-employee.component.ts file :**The changes are commented and self-explanatory

ngOnInit() {

  this.employeeForm = this.fb.group({

    fullName: ['', [Validators.required, Validators.minLength(2), Validators.maxLength(10)]],

    email: ['', Validators.required],

    skills: this.fb.group({

      skillName: ['', Validators.required],

      experienceInYears: ['', Validators.required],

      proficiency: ['', Validators.required]

    }),

  });

  // When any of the form control value in employee form changes

  // our validation function logValidationErrors() is called

  this.employeeForm.valueChanges.subscribe((data) => {

    this.logValidationErrors(this.employeeForm);

  });

}

logValidationErrors(group: FormGroup = this.employeeForm): void {

  Object.keys(group.controls).forEach((key: string) => {

    const abstractControl = group.get(key);

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

    } else {

      this.formErrors[key] = '';

      if (abstractControl && !abstractControl.valid

          && (abstractControl.touched || abstractControl.dirty)) {

        const messages = this.validationMessages[key];

        for (const errorKey in abstractControl.errors) {

          if (errorKey) {

            this.formErrors[key] += messages[errorKey] + ' ';

          }

        }

      }

    }

  });

}

The only problem at the moment is that when a control loses focus, our validation is not triggered. This is because **valueChanges**observable does not emit an event when the control loses focus. It only emits an event when the value changes.   
  
One work around for this is to bind to the **blur**event and call validation function (logValidationErrors()) manually.

<input id="fullName" type="text" class="form-control"

        formControlName="fullName" (blur)="logValidationErrors()">

Here is the HTML for **Email, Skill Name, Experience**and **Proficiency**input elements.

<div class="form-group" [ngClass]="{'has-error': formErrors.email}">

  <label class="col-sm-2 control-label" for="email">Email</label>

  <div class="col-sm-8">

    <input id="email" type="text" class="form-control"

           formControlName="email" (blur)="logValidationErrors()">

    <span class="help-block" \*ngIf="formErrors.email">{{formErrors.email}}</span>

  </div>

</div>

<div class="well">

  <div formGroupName="skills">

    <div class="form-group" [ngClass]="{'has-error': formErrors.skillName}">

      <label class="col-sm-2 control-label" for="skillName">Skill</label>

      <div class="col-sm-4">

        <input type="text" class="form-control" id="skillName"formControlName="skillName"

               (blur)="logValidationErrors()" placeholder="C#, Java, Angular etc...">

        <span class="help-block" \*ngIf="formErrors.skillName">{{formErrors.skillName}}</span>

      </div>

    </div>

    <div class="form-group" [ngClass]="{'has-error': formErrors.experienceInYears}">

      <label class="col-sm-2 control-label" for="experienceInYears">Experience</label>

      <div class="col-sm-4">

        <input type="text" class="form-control" id="experienceInYears"

               formControlName="experienceInYears" placeholder="In Years"

              (blur)="logValidationErrors()">

        <span class="help-block" \*ngIf="formErrors.experienceInYears">

{{formErrors.experienceInYears}}</span>

      </div>

    </div>

    <div class="form-group" [ngClass]="{'has-error': formErrors.proficiency}">

      <label class="col-md-2 control-label">Proficiency</label>

      <div class="col-md-8">

        <label class="radio-inline">

          <input type="radio" value="beginner" formControlName="proficiency"

                 (blur)="logValidationErrors()">Beginner

        </label>

        <label class="radio-inline">

          <input type="radio" value="intermediate" formControlName="proficiency"

                 (blur)="logValidationErrors()">Intermediate

        </label>

        <label class="radio-inline">

          <input type="radio" value="advanced" formControlName="proficiency"

                 (blur)="logValidationErrors()">Advanced

        </label>

        <span class="help-block" \*ngIf="formErrors.experienceInYears">

          {{formErrors.proficiency}} </span>

      </div>

    </div>

  </div>

</div>

### Dynamically form control validators

Phone filed is optional.But if we select "Phone" as the contact preference, then it should become a required field.   
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**So here is our requirement**

**Add the "required"** validator to the Phone form control when the user selects "Phone" as their contact preference

On the other hand, **remove the "required"** validator from the Phone form control, when the user selects "Email" as their contact preference

* So on the "Phone" form control, we have to dynamically add or remove the required validator function

This can be very easily achieved using the following 3 functions

* setValidators()
* clearValidators()
* updateValueAndValidity()

These methods are available in the **AbstractControl**class. Since **FormControl**inherits from **AbstractControl**, these methods are also available to **FormControl**class.   
  
**Here is the HTML**

<!-- Notice the click event handler on both the radio buttons. When "Email"

radio button is clicked "email" string is passed to the event handler

function. Similarly, when "Phone" radio button is clicked "phone"

string is passed to the event handler function -->

<div class="form-group">

  <label class="col-md-2 control-label">Contact Preference</label>

  <div class="col-md-8">

    <label class="radio-inline">

      <input type="radio" value="email" formControlName="contactPreference"

              (click)="onContactPrefernceChange('email')">Email

    </label>

    <label class="radio-inline">

      <input type="radio" value="phone" formControlName="contactPreference"

              (click)="onContactPrefernceChange('phone')">Phone

    </label>

  </div>

</div>

<!-- Email input element -->

<div class="form-group" [ngClass]="{'has-error': formErrors.email}">

  <label class="col-sm-2 control-label" for="email">Email</label>

  <div class="col-sm-8">

    <input id="email" type="text" class="form-control"

            formControlName="email" (blur)="logValidationErrors()">

    <span class="help-block" \*ngIf="formErrors.email">

      {{formErrors.email}}

    </span>

  </div>

</div>

<!-- Phone input element -->

<div class="form-group" [ngClass]="{'has-error': formErrors.phone}">

  <label class="col-sm-2 control-label" for="email">Phone</label>

  <div class="col-sm-8">

    <input id="phone" type="text" class="form-control"

            formControlName="phone" (blur)="logValidationErrors()">

    <span class="help-block" \*ngIf="formErrors.phone">

      {{formErrors.phone}}

    </span>

  </div>

</div>

**Component class code**

// Include phone property

formErrors = {

  'fullName': '',

  'email': '',

  'phone': '',

  'skillName': '',

  'experienceInYears': '',

  'proficiency': ''

};

// Include required error message for phone form control

validationMessages = {

  'fullName': {

    'required': 'Full Name is required.',

    'minlength': 'Full Name must be greater than 2 characters',

    'maxlength': 'Full Name must be less than 10 characters.',

  },

  'email': {

    'required': 'Email is required.',

    'emailDomain': 'Email domian should be prgaimtech.com'

  },

  'phone': {

    'required': 'Phone is required.'

  },

  'skillName': {

    'required': 'Skill Name is required.',

  },

  'experienceInYears': {

    'required': 'Experience is required.',

  },

  'proficiency': {

    'required': 'Proficiency is required.',

  },

};

ngOnInit() {

  // Include FormControls for contactPreference, email & phone

  // contactPreference has email as the default value

  this.employeeForm = this.fb.group({

    fullName: ['', [Validators.required, Validators.minLength(2), Validators.maxLength(10)]],

    contactPreference: ['email'],

    email: ['', Validators.required],

    phone: [''],

    skills: this.fb.group({

      skillName: ['', Validators.required],

      experienceInYears: ['', Validators.required],

      proficiency: ['', Validators.required]

    }),

  });

  this.employeeForm.valueChanges.subscribe((data) => {

    this.logValidationErrors(this.employeeForm);

  });

}

// If the Selected Radio Button value is "phone", then add the

// required validator function otherwise remove it

onContactPrefernceChange(selectedValue: string) {

  const phoneFormControl = this.employeeForm.get('phone');

  if (selectedValue === 'phone') {

    phoneFormControl.setValidators(Validators.required);

  } else {

    phoneFormControl.clearValidators();

  }

  phoneFormControl.updateValueAndValidity();

}

We can also achieve the same thing by subscribing to the **valueChanges**observable of **contactPreference**radio button in code, instead of binding to the **click event**in the HTML. The benefit of this approach is that, our code is easier to unit test.   
  
**Here are the steps**   
  
**Step 1 :** In the HTML remove click event binding from both the radio buttons (email and phone)

<div class="form-group">

  <label class="col-md-2 control-label">Contact Preference</label>

  <div class="col-md-8">

    <label class="radio-inline">

      <input type="radio" value="email" formControlName="contactPreference">Email

    </label>

    <label class="radio-inline">

      <input type="radio" value="phone" formControlName="contactPreference">Phone

    </label>

  </div>

</div>

**Step 2 :**Subscribe to contactPreference form control **valueChanges observable**

this.employeeForm.get('contactPreference')

                 .valueChanges.subscribe((data: string) => {

  this.onContactPrefernceChange(data);

});

### custom validator

We want to allow an email address with **pragimtech.com**as the domain.  Any other email domain is invalid.    
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We can achieve this very easily using a custom validator. Here are the steps.   
  
**Step 1 :** Create the custom validator function

function emailDomain(control: AbstractControl): { [key: string]: any } | null {

  const email: string = control.value;

  const domain = email.substring(email.lastIndexOf('@') + 1);

  if (email === '' || domain.toLowerCase() === 'pragimtech.com') {

    return null;

  } else {

    return { 'emailDomain': true };

  }

}

Just like a builtin validator, a custom validator is also a function. If you take a look at the required built-in function, notice it takes AbstractControl as a parameter. Both FormControl and FormGroup inherits from AbstractControl class. Specifying AbstractControl as parameter type, allows us to pass either a FormControl or a FormGroup to validate.

required(control: AbstractControl): ValidationErrors | null;

Notice the return type is either ValidationErrors object or null. The method returns null if the control passes validation otherwise ValidationErrors object. If you take a look at the definition of ValidationErrors type, it is an object with a key and a value. Key is a string and value can be anything. But we usually specify a value of true to indicate that there is a validation error.

{ [key: string]: any }

In the template, we use this same key to display the validation error message.   
  
**Step 2 :**Attach the custom validator function to the control that we want to validate

email: ['', [Validators.required, emailDomain]]

**Step 3 :** Display the validation error message  
  
If you want the validation error message and logic in the template, then check for emailDomin key on the errors collection of email form control

<span \*ngIf="employeeForm.get('email').errors.emailDomain">

  Email domian should be prgaimtech.com

</span>

On the other hand, if you want the validation error message and logic in the component class, then include the validation message in validationMessages object as shown below.

validationMessages = {

  'fullName': {...

  },

  'email': {

    'required': 'Email is required.',

    'emailDomain': 'Email domian should be pragimtech.com'

Here is the formErrors object which holds the messages to display. The template will bind to this object.

formErrors = {

  'fullName': '',

  'email': '',

  'phone': '',

  'skillName': '',

  'experienceInYears': '',

  'proficiency': ''

};

This logValidationErrors() method checks if a control has failed validation. If it has, it populates the formErrors object, with the validation error message using the form control name as the key.

logValidationErrors(group: FormGroup = this.employeeForm): void {

  Object.keys(group.controls).forEach((key: string) => {

    const abstractControl = group.get(key);

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

    } else {

      this.formErrors[key] = '';

      if (abstractControl && !abstractControl.valid

        && (abstractControl.touched || abstractControl.dirty)) {

        const messages = this.validationMessages[key];

        for (const errorKey in abstractControl.errors) {

          if (errorKey) {

            this.formErrors[key] += messages[errorKey] + ' ';

          }

        }

      }

    }

  });

}

In the template bind to the email property on the formErrors object

<div class="form-group" [ngClass]="{'has-error': formErrors.email}">

  <label class="col-sm-2 control-label" for="email">Email</label>

  <div class="col-sm-8">

    <input id="email" type="text" class="form-control"

            formControlName="email" (blur)="logValidationErrors()">

    <span class="help-block" \*ngIf="formErrors.email">

      {{formErrors.email}}

    </span>

  </div>

</div>

### Custom Validator With Parameter

We want to make custom validator reusable with any domain name. We should be able to pass the domain name as a parameter to the emailDomain custom validator function.

email: ['', [emailDomain('pragimtech.com')]]

The following built-in validators have parameters.

* min
* max
* minlength
* maxlength

Notice the min() built-in validator function. It takes in a number as a parameter and returns ValidatorFn.

min(min: number): ValidatorFn;

**ValidatorFn**stands from **validator function**. So this min() function is taking in a number as a parameter and returns a validator function. If you understand the concept of closure in JavaScript, then this is very easy to understand. We discussed closures in detail in [Parts 27](https://www.youtube.com/watch?v=HjJQ-lvTgWg&list=PL6n9fhu94yhUA99nOsJkKXBqokT3MBK0b&t=0s&index=28) and [28](https://www.youtube.com/watch?v=w1s9PgtEoJs&list=PL6n9fhu94yhUA99nOsJkKXBqokT3MBK0b&t=0s&index=29) of [JavaScript tutorial](https://www.youtube.com/playlist?list=PL6n9fhu94yhUA99nOsJkKXBqokT3MBK0b).  
  
In simple terms, you can thinks of a closure as, a **function inside another function** i.e an inner function and an outer function. The inner function has access to the outer function’s variables and parameters in addition to it's own variables and parameters.  
  
Now that task at hand for us, is to convert our emailDomain() function to take in the domain name as a parameter and return a validator function. To be able to do this we are going to take the advantage of [closures in JavaScript](https://www.youtube.com/watch?v=HjJQ-lvTgWg&list=PL6n9fhu94yhUA99nOsJkKXBqokT3MBK0b&t=0s&index=28).  
  
ValidatorFn is an interface and the signature of the function it returns is as shown below. It takes the AbstractControl that we want to validate as an input parameter and returns null or ValidationErrors object. Null if the validation succeeds and a ValidationErrors object is the validation has failed.

(c: AbstractControl): ValidationErrors | null;

**Custom Validator with parameter**

function emailDomain(domainName: string) {

  return (control: AbstractControl): { [key: string]: any } | null => {

    const email: string = control.value;

    const domain = email.substring(email.lastIndexOf('@') + 1);

    if (email === '' || domain.toLowerCase() === domainName.toLowerCase()) {

      return null;

    } else {

      return { 'emailDomain': true };

    }

  };

}

**Code Explanation**

* We have 2 functions here. An inner function and an outer function.
* The outer function has a name (emailDomain), but inner function doesn’t have a name. It is an anonymous function.
* The inner anonymous function has access to the outer function parameter domainName.
* You can have as many parameters as you want in the outer function, then inner function will have access to all of them in addition to it's own parameters.

**Passing the value for the custom validator parameter**

email: ['', [Validators.required, emailDomain('pragimtech.com')]]

### Reusable Custom Validator

The built-in validators in angular like the following, are reusable. This means we can use them with any form control on any angular form.

* required
* min
* max
* minlength
* maxlength
* pattern

To be able to use one of the built-in angular validator, all we have to do is import the Validators class from '@angular/forms' package.

import { Validators } from '@angular/forms';

Once the Validators class is imported, use the validator functions on the form control that you want to validate.

fullName: ['', [Validators.required, Validators.minLength(2)]]

All the **buil-in validator** functions are marked as static functions in the Validators class. This allows us to use the validator functions, without the need to create an instance of the Validators class.   
  
Along the same lines let's make our emailDomain custom validator function reusable by including it as a static function in a separate class.   
  
We want to make this validator function available to all form controls on all forms. So, create a **shared**folder. In the shared folder, create a file with name **custom.validators.ts**and include the following code.

import { AbstractControl } from '@angular/forms';

export class CustomValidators {

    static emailDomain(domainName: string) {

        return (control: AbstractControl): { [key: string]: any } | null => {

            const email: string = control.value;

            const domain = email.substring(email.lastIndexOf('@') + 1);

            if (email === '' || domain.toLowerCase() === domainName.toLowerCase()) {

                return null;

            } else {

                return { 'emailDomain': true };

            }

        };

    }

}

**Using the reusable Custom Validators :**First, Import the CustomValidators class. Just like how we import the built-in Validators class, import the CustomValidators class from custom.validators.ts file.

import { CustomValidators } from '../shared/custom.validators';

Tie the validator function to a form control that you want to validate.

email: ['', [CustomValidators.emailDomain('dell.com')]]

### Reactive forms cross field validation

Let us understand this with an example. We want to ensure **Email**and **Confirm Email**fields have the same value. If they do not match, we want to display a validation message. **ConfirmEmail**field is required and if no value is present it should display the required validation error.   
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**So in short, here is the requirement**

* Confirm Email field is required and if a value is present it should match with the Email field value.
* If no value is entered, it should display required error
* If a value is present and does not match with Email field, it should display do not match validation error

To validate if Email and Confirm Email fields have same value, we need to compare 2 Form Controls. If you look at a Validator function in Angular, it only accepts either a FormGroup or a FormControl as a parameter. We cannot pass 2 form controls to the validator function, but what we can do is group them using a nested formgroup and then pass that nested formgroup as a parameter to the Validator function.  
  
**Changes in the Template (create-employee.component.html)**

<div formGroupName="emailGroup">

  <div class="form-group" [ngClass]="{'has-error': formErrors.email}">

    <label class="col-sm-2 control-label" for="email">Email</label>

    <div class="col-sm-8">

      <input id="email" type="text" class="form-control"

             formControlName="email" (blur)="logValidationErrors()">

      <span class="help-block" \*ngIf="formErrors.email">

        {{formErrors.email}}

      </span>

    </div>

  </div>

  <div class="form-group" [ngClass]="{'has-error': formErrors.confirmEmail

                                                || formErrors.emailGroup}">

    <label class="col-sm-2 control-label" for="confirmEmail">

      Confirm Email

    </label>

    <div class="col-sm-8">

      <input id="confirmEmail" type="text" class="form-control"

             formControlName="confirmEmail" (blur)="logValidationErrors()">

      <span class="help-block"

            \*ngIf="formErrors.confirmEmail || formErrors.emailGroup">

        {{formErrors.confirmEmail ? formErrors.confirmEmail

          : formErrors.emailGroup}}

      </span>

    </div>

  </div>

</div>

Notice **email**and **confirmEmail**form controls are nested in a **formgroup**with name **emailGroup**

* Bootstrap has-error class is conditionally added if either **confirmEmail**or **emailGroup**properties of the **formErrors**object are truthy
* confirmEmail property stores required error - Confirm Email is required.
* emailGroup property stores do not match error - Email and Confirm Email do not match
* We do not have these 2 properties on the **formErrors**object yet. We will add them in the component class in just a bit.
* Similarly, the span element that displays the validation error is bound to **confirmEmail**or **emailGroup**properties of the **formErrors**object. So the span element is displayed only if either of the properties are truthy.

If the **Email**form control has a value and if nothing is filled in the **confirmEmail**form control, we do not want both the required error and do not match error to be displayed. The following interpolation expression, ensures to display the right validation message.

{{formErrors.confirmEmail ? formErrors.confirmEmail : formErrors.emailGroup}}

**Changes in the Component Clas (create-employee.component.ts) :** The changes are commented and self-explanatory.

// Group properties on the formErrors object. The UI will bind to these properties

// to display the respective validation messages

formErrors = {

  'fullName': '',

  'email': '',

  'confirmEmail': '',

  'emailGroup': '',

  'phone': '',

  'skillName': '',

  'experienceInYears': '',

  'proficiency': ''

};

// This structure stoes all the validation messages for the form Include validation

// messages for confirmEmail and emailGroup properties. Notice to store the

// validation message for the emailGroup we are using emailGroup key. This is the

// same key that the matchEmails() validation function below returns, if the email

// and confirm email do not match.

validationMessages = {

  'fullName': {

    'required': 'Full Name is required.',

    'minlength': 'Full Name must be greater than 2 characters',

    'maxlength': 'Full Name must be less than 10 characters.',

  },

  'email': {

    'required': 'Email is required.',

    'emailDomain': 'Email domian should be dell.com'

  },

  'confirmEmail': {

    'required': 'Confirm Email is required.'

  },

  'emailGroup': {

    'emailMismatch': 'Email and Confirm Email do not match.'

  },

  'phone': {

    'required': 'Phone is required.'

  },

  'skillName': {

    'required': 'Skill Name is required.',

  },

  'experienceInYears': {

    'required': 'Experience is required.',

  },

  'proficiency': {

    'required': 'Proficiency is required.',

  },

};

// email and confirmEmail form controls are grouped using a nested form group

// Notice, the validator is attached to the nested emailGroup using an object

// with key validator. The value is our validator function matchEmails() which

// is defined below. The important point to keep in mind is when the validation

// fails, the validation key is attached the errors collection of the emailGroup

// This is the reason we added emailGroup key both to formErrors object and

// validationMessages object.

ngOnInit() {

  this.employeeForm = this.fb.group({

    fullName: ['', [Validators.required, Validators.minLength(2), Validators.maxLength(10)]],

    contactPreference: ['email'],

    emailGroup: this.fb.group({

      email: ['', [Validators.required, emailDomain('dell.com')]],

      confirmEmail: ['', [Validators.required]],

    }, { validator: matchEmails }),

    phone: [''],

    skills: this.fb.group({

      skillName: ['', Validators.required],

      experienceInYears: ['', Validators.required],

      proficiency: ['', Validators.required]

    }),

  });

  this.employeeForm.valueChanges.subscribe((data) => {

    this.logValidationErrors(this.employeeForm);

  });

  this.employeeForm.get('contactPreference').valueChanges.subscribe((data: string) => {

    this.onContactPrefernceChange(data);

  });

}

logValidationErrors(group: FormGroup = this.employeeForm): void {

  Object.keys(group.controls).forEach((key: string) => {

    const abstractControl = group.get(key);

    this.formErrors[key] = '';

    // Loop through nested form groups and form controls to check

    // for validation errors. For the form groups and form controls

    // that have failed validation, retrieve the corresponding

    // validation message from validationMessages object and store

    // it in the formErrors object. The UI binds to the formErrors

    // object properties to display the validation errors.

    if (abstractControl && !abstractControl.valid

      && (abstractControl.touched || abstractControl.dirty)) {

      const messages = this.validationMessages[key];

      for (const errorKey in abstractControl.errors) {

        if (errorKey) {

          this.formErrors[key] += messages[errorKey] + ' ';

        }

      }

    }

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

    }

  });

}

Finally, include the following validator function in **create-employee.component.ts** file, after the closing curly brace (}) of the CreateEmployeeComponent class.

// Nested form group (emailGroup) is passed as a parameter. Retrieve email and

// confirmEmail form controls. If the values are equal return null to indicate

// validation passed otherwise an object with emailMismatch key. Please note we

// used this same key in the validationMessages object against emailGroup

// property to store the corresponding validation error message

function matchEmails(group: AbstractControl): { [key: string]: any } | null {

  const emailControl = group.get('email');

  const confirmEmailControl = group.get('confirmEmail');

  if (emailControl.value === confirmEmailControl.value || confirmEmailControl.pristine) {

    return null;

  } else {

    return { 'emailMismatch': true };

  }

}

## **Angular Formarray**

To build an Angular Reactive Form we use three fundamental building blocks **FormControl |** **FormGroup |** **FormArray**

A FormArray is an array of  FormControls | FormGroups | Nested FormArrays.

We usually use an array to hold like items, but a FormArray can contain unlike items as well, i.e a few elements in a given array can be FormControls, a few of them in same array can be FormGroups and rest of them can be FormArrays.  
  
In the example below, we have a FormArray with 1 FormControl | 1 FormGroup | 1 FormArray

const formArray = new FormArray([

  new FormControl('John', Validators.required),

  new FormGroup({

    country: new FormControl('', Validators.required)

  }),

  new FormArray([])

]);

To programmatically find the number of elements in a FormArray use the length property

formArray.length

To iterate over a FormArray you can use a for loop. Use instanceof operator to determine if the control that you are currently dealing with is a FormControl, FormGroup or FormArray.

for (const control of formArray.controls) {

  if (control instanceof FormControl) {

    console.log('control is FormControl');

  }

  if (control instanceof FormGroup) {

    console.log('control is FormGroup');

  }

  if (control instanceof FormArray) {

    console.log('control is FormArray');

  }

}

There are 2 ways to create a FormArray in Angular. Using the new keyword or FormBuilder class.   
  
**Create a FormArray, using the new keyword**

const formArray = new FormArray([

  new FormControl('John', Validators.required),

  new FormControl('IT', Validators.required),

]);

**Create a FormArray, using the array() method of the FormBuilder class**

const formArray = this.fb.array([

  new FormControl('John', Validators.required),

  new FormControl('IT', Validators.required),

]);

Although, we can use FormArray to store unlike items, we generally use it to store like items.

For example, an array of  FormControls | FormGroups | Nested FormArrays.

const formArray = this.fb.array([

  new FormControl('John', Validators.required),

  new FormControl('IT', Validators.required),

  new FormControl('', Validators.required),

]);

The value property of FormArray, returns an array containing values of each child FormControl.

formArray.value returns: ["John", "IT", ""]

We usually use the following properties to determine the state of FormControl or FormGroup or FormArray. For example, if one of the controls in a FormArray is touched, the entire array becomes touched. Similarly, if one of the controls is invalid, the entire array becomes invalid.

* touched
* untouched
* dirty
* pristine
* valid
* invalid

**Useful FormArray methods**

|  |  |
| --- | --- |
| **Method** | **Purpose** |
| push | Inserts the control at the end of the array |
| insert | Inserts the control at the specified index in the array |
| removeAt | Removes the control at the specified index in the array |
| setControl | Replace an existing control at the specified index in the array |
| at | Return the control at the specified index in the array |

We can also use a FormGroup to create a group of FormControls. Notice, in the example below, we are using the group() method of the FormBuilder class to create a FormGroup.

const formGroup = this.fb.group([

  new FormControl('John', Validators.required),

  new FormControl('IT', Validators.required),

  new FormControl('', Validators.required),

]);

**What is the difference between a FormGroup and a FormArray?**  
Well, in many aspects they are similar. However, one major difference is that a FormArray data is serialized as an array where as a FormGroup is serialized as an object.    
  
To see this, log the FormGroup and FormArray instance to the browser console.

In the case of FormArray, controls property contains an array of form controls.

In the case of FormGroup, controls property contains an object with key/value pairs, where key is the name of the form control and value is an instance of FormControl.

console.log(formArray.value);   
**Output:** [FormControl, FormControl, FormControl]

console.log(formGroup.value);  
**Output:** {0: FormControl, 1: FormControl, 2: FormControl}

The fact that FormArray tracks FormControls as part of an array is very useful, when we want to generate FormControls and FormGroups dynamically. For example, let's say you are filling an employment form, and you want to add multiple skills. We cannot have a fixed number of skill related fields on the form as they are dependant on the employee experience. This is one example where we need to generate form controls dynamically, and a FormArray is a perfect choice for implementing this. 

### Creating formarray of formgroup objects

**If you are wondering, why are we doing this?**  
Well, this is preparation for dynamically creating **FormGroups**at runtime. Every time we click, "Add Skill" button on the "Employee Form" below, we want to dynamically generate a new set of skill related form fields.
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**Component Class Code :**

constructor(private fb: FormBuilder) { }

ngOnInit() {

  this.employeeForm = this.fb.group({

    fullName: ['', [Validators.required]],

    contactPreference: ['email'],

    // Other Form Controls..

    // Create skills FormArray using injected FormBuilder class array() method.

    // At the moment, in the created FormArray we only have one FormGroup instance that is

    // returned by addSkillFormGroup() method

    skills: this.fb.array([

      this.addSkillFormGroup()

    ])

  });

  // Rest of the code

}

addSkillFormGroup(): FormGroup {

  return this.fb.group({

    skillName: ['', Validators.required],

    experienceInYears: ['', Validators.required],

    proficiency: ['', Validators.required]

  });

}

In the template, use the formArrayName directive to bind to the skills FormArray. In component class, we only have one FormGroup instance in the skills FormArray. That one FormGroup instance is present at index position ZERO in the FormArray. This is the reason we have set formGroupName="0".   
  
**HTML in the view template**

<div class="well">

  <div formArrayName="skills">

    <div formGroupName="0">

      <!-- Skill Name Label & Form Control HTML

        Experience Label & Form Control HTML

        Proficiency Label & Form Control HTML -->

    </div>

  </div>

</div>

With the above 2 changes, the validation is broken. To fix it, modify the code in logValidationErrors() method

logValidationErrors(group: FormGroup = this.employeeForm): void {

  Object.keys(group.controls).forEach((key: string) => {

    const abstractControl = group.get(key);

    this.formErrors[key] = '';

    if (abstractControl && !abstractControl.valid &&

      (abstractControl.touched || abstractControl.dirty)) {

      const messages = this.validationMessages[key];

      for (const errorKey in abstractControl.errors) {

        if (errorKey) {

          this.formErrors[key] += messages[errorKey] + ' ';

        }

      }

    }

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

    }

    // We need this additional check to get to the FormGroup

    // in the FormArray and then recursively call this

    // logValidationErrors() method to fix the broken validation

    if (abstractControl instanceof FormArray) {

      for (const control of abstractControl.controls) {

        if (control instanceof FormGroup) {

          this.logValidationErrors(control);

        }

      }

    }

  });

}

**Next video :** We will discuss generating skill realted FormGroups and FormControls dynamically at runtime.

### Angular dynamic forms

**generating FormGroups and FormControls dynamically at runtime**.    
  
**Step 1 :**Include Add Skill button  
  
Place the following HTML inside the <div> element with class well. Notice the clickevent is bound to addSkillButtonClick() method. We will create this method in the component class next.

<div class="form-group">

  <div class="col-md-offset-2 col-md-4">

    <button type="button" class="btn btn-primary" (click)="addSkillButtonClick()">

      Add Skill

    </button>

  </div>

</div>

**Step 2 :**Include addSkillButtonClick() method in the component class

* From the root FormGroup "employeeForm" get a reference to the skillsFormArray. Notice we have passed the name of the FormArray (skills) as a parameter to the get() method.
* The get() method returns the FormArray as an AbstractControl. We know it's a FormArray so we are type casting it to FormArray.
* We are then calling the push() method of the FormArray to push a new FormGroup into the FormArray
* The push() method calls addSkillFormGroup() method which returns an instance of the FormGroup with the 3 skill related form controls (skill, experience & proficiency)

addSkillButtonClick(): void {

  (<FormArray>this.employeeForm.get('skills')).push(this.addSkillFormGroup());

}

**Step 3 :** Loop over "skills" FormArray to dynamically generate the HTML input elements.

* Notice we are using \*ngFor structural directive to loop over the "skills"FormArray
* For each FormGroup in FormArray, HTML input elements (skill, experience & proficiency) will be generated
* We are also binding the formGroupName directive to the loop variable i
* Since we are binding to a variable do not forget to use square brackets around [formGroupName] directive, otherwise you will get a run-time error - Cannot find control with path: 'skills -> i'

<div formArrayName="skills"

     \*ngFor="let skill of employeeForm.get('skills').controls; let i = index">

  <div [formGroupName]="i">

      <!-- Skill Name Label & Form Control HTML

      Experience Label & Form Control HTML

      Proficiency Label & Form Control HTML -->

  </div>

</div>

At the moment there are several problems with the dynamically generated HTML input elements

* The dynamically generated HTML input elements have the same id. For example, all the "skillName" textboxes have the same id "skillName". Not only the id, even the for attribute value of the labels is also the same.
* As a result when we click on a label of an input element, the wrong textbox receives focus.
* Also, the validation is broken.
* We will discuss fixing these issues in our next upcoming videos.

### unique id for dynamically created form controls

IDs on an HTML page are meant to be unique. Having duplication IDs is a terrible idea. Although it may work in some cases, it is semantically incorrect to do so. In our case the application behaves erratically, because of **duplicate element IDs**. When we click on a label, we expect it's corresponding input element to receive focus, but, in our case, a different element receives focus. To fix this we have to **generate unique ID values for the input elements**.

<div formArrayName="skills"

      \*ngFor="let skill of employeeForm.get('skills').controls; let i = index">

  <div [formGroupName]="i">

    <div class="form-group" [ngClass]="{'has-error': formErrors.skillName}">

      <label class="col-sm-2 control-label" attr.for="{{'skillName'+i}}">Skill</label>

      <div class="col-sm-4">

        <input type="text" class="form-control" id="{{'skillName'+i}}"

                formControlName="skillName" (blur)="logValidationErrors()"

                placeholder="C#, Java, Angular etc...">

        <span class="help-block" \*ngIf="formErrors.skillName">{{formErrors.skillName}}</span>

      </div>

    </div>

    <!-- Experience Label & Form Control HTML

         Proficiency Label & Form Control HTML -->

  </div>

</div>

* \*ngFor directive on the formArrayName <div> element loops through all the dynamically generated form groups.
* The variable **i** value will be ZERO when we are looping through the first FormGroup in the skills form array.
* The value of **i** will be ONE, for the second FormGroup, TWO for the third FormGroup so on and so forth.

Notice the id attribute of the skillName textbox. We are dynamically computing it's ID, by appening **i** variable value to the string skillName. id="{{'skillName'+i}}"

This will generate an ID of skillName0 for the first skillName input element, ID of skillName1 for the second skillName input element, so on so forth, to ensure unique ID values are assigned to all the dynamically generated skillName input elements.

In the above expression we are using interpolation. We could also achieve the same using property binding syntax instead of interpolation. [id]="'skillName'+i"

Also notice, we are dynamically setting the value of the for attribute of the Skill label. attr.for="{{'skillName'+i}}"

Since the for attribute does not have a corresponding DOM property, we are using Angular's attribute binding. With the attribute binding, we are using interpolation. We could also achieve the same using property binding syntax.

[attr.for]="'skillName'+i"

Similarly set a unique value for the **experienceInYears**input element ID and it's associated label for attribute.

<div class="form-group" [ngClass]="{'has-error': formErrors.experienceInYears}">

  <label class="col-sm-2 control-label" attr.for="{{'experienceInYears'+i}}">Experience

  </label>

  <div class="col-sm-4">

    <input type="text" class="form-control" id="{{'experienceInYears'+i}}"

            formControlName="experienceInYears"

            placeholder="In Years" (blur)="logValidationErrors()">

    <span class="help-block" \*ngIf="formErrors.experienceInYears">

      {{formErrors.experienceInYears}}

    </span>

  </div>

</div>

### Angular dynamic forms validation

Modify the skillName form control HTML as shown below.  

<div formArrayName="skills"

    \*ngFor="let skill of employeeForm.get('skills').controls; let i = index">

  <div [formGroupName]="i">

    <div class="form-group" [ngClass]="{'has-error':

          skill.get('skillName').invalid && skill.get('skillName').touched}">

      <label class="col-sm-2 control-label" [attr.for]="'skillName'+i">

        Skill

      </label>

      <div class="col-sm-4">

        <input type="text" class="form-control" [id]="'skillName'+i"

                formControlName="skillName" placeholder="C#, Java, Angular etc...">

        <span class="help-block" \*ngIf="skill.get('skillName').errors?.required &&

                                              skill.get('skillName').touched">

          Skill Name is required

        </span>

      </div>

    </div>

  </div>

</div>

Notice, we are using the loop variable **skill**, to check if the dynamically generated **skillName**form control is invalid and touched. If so, the has-error bootstrap style class is applied. To get to the **skillName**form control in the skill FormGroup, we are using the get() method on the FormGroup and passing it the form control name.

[ngClass]="{'has-error': skill.get('skillName').invalid &&

                         skill.get('skillName').touched}"

To get to the **skillName**form control in the **skill**FormGroup, we can also use controls property on the FormGroup and then the **skillName**form control.

[ngClass]="{'has-error': skill.controls.skillName.invalid &&

                          skill.controls.skillName.touched}"

Even here, we are using the loop variable **skill**, to check if the dynamically generated **skillName**form control has failed required validation and touched. If so, the <span>element displays the validation error, otherwise hides it.

<span class="help-block" \*ngIf="skill.get('skillName').errors?.required &&

                                      skill.get('skillName').touched">

  Skill Name is required

</span>

Make sure to use the safe navigation operator between errors and required properties. This is because, when the **skillName**form control does not have any validation errors, the errors property will be null and trying to check for required key on a null object will result in **Cannot read property 'required' of null error.**

skill.get('skillName').errors?.required

Make similar changes on **experienceInYears**and **proficiency**form controls.

<div class="form-group" [ngClass]="{'has-error':

skill.get('experienceInYears').invalid && skill.get('experienceInYears').touched}">

  <label class="col-sm-2 control-label" [attr.for]="'experienceInYears'+i">

    Experience

  </label>

  <div class="col-sm-4">

    <input type="text" class="form-control" [id]="'experienceInYears'+i"

            formControlName="experienceInYears" placeholder="In Years">

    <span class="help-block" \*ngIf="skill.get('experienceInYears').errors?.required &&

                                    skill.get('experienceInYears').touched">

      Experience is required

    </span>

  </div>

</div>

<div class="form-group" [ngClass]="{'has-error':

skill.get('proficiency').invalid && skill.get('proficiency').touched}">

  <label class="col-sm-2 control-label">Proficiency</label>

  <div class="col-sm-8">

    <label class="radio-inline">

      <input type="radio" value="beginner" formControlName="proficiency">Beginner

    </label>

    <label class="radio-inline">

      <input type="radio" value="intermediate"formControlName="proficiency">Intermediate

    </label>

    <label class="radio-inline">

      <input type="radio" value="advanced" formControlName="proficiency">Advanced

    </label>

    <span class="help-block" \*ngIf="skill.get('proficiency').errors?.required &&

                                    skill.get('proficiency').touched">

      Proficiency is required

    </span>

  </div>

</div>

All the **skill**form controls validation messages are in the template. So delete the validation messages from the **validationMessages**object in the component class.

validationMessages = {

  'fullName': {

    'required': 'Full Name is required.',

    'minlength': 'Full Name must be greater than 2 characters.',

    'maxlength': 'Full Name must be less than 10 characters.'

  },

  'email': {

    'required': 'Email is required.',

    'emailDomain': 'Email domian should be dell.com'

  },

  'confirmEmail': {

    'required': 'Confirm Email is required.',

  },

  'emailGroup': {

    'emailMismatch': 'Email and Confirm Email do not match',

  },

  'phone': {

    'required': 'Phone is required.'

  },

  // 'skillName': {

  //   'required': 'Skill Name is required.',

  // },

  // 'experienceInYears': {

  //   'required': 'Experience is required.',

  // },

  // 'proficiency': {

  //   'required': 'Proficiency is required.',

  // },

};

On the **formErrors**object also, delete the **skill**related properties. In fact, we do not need any of the properties on the **formErrors**object, as they will be dynamically added when the corresponding form control fails validation. Notice, I have commented all the properties on the **formErrors**object.

formErrors = {

  // 'fullName': '',

  // 'email': '',

  // 'confirmEmail': '',

  // 'emailGroup': '',

  // 'phone': '',

  // 'skillName': '',

  // 'experienceInYears': '',

  // 'proficiency': ''

};

Since the validation messages for the **skill**form controls are in the template, we do not have to loop through the **skill form groups**in the form array. So I have commented the block of code that loops through the FormArray.

logValidationErrors(group: FormGroup = this.employeeForm): void {

  Object.keys(group.controls).forEach((key: string) => {

    const abstractControl = group.get(key);

    this.formErrors[key] = '';

    if (abstractControl && !abstractControl.valid &&

      (abstractControl.touched || abstractControl.dirty)) {

      const messages = this.validationMessages[key];

      for (const errorKey in abstractControl.errors) {

        if (errorKey) {

          this.formErrors[key] += messages[errorKey] + ' ';

        }

      }

    }

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

    }

    // if (abstractControl instanceof FormArray) {

    //   for (const control of abstractControl.controls) {

    //     if (control instanceof FormGroup) {

    //       this.logValidationErrors(control);

    //     }

    //   }

    // }

  });

}

### Angular formarray validation

* A FormArray can contain form controls, form groups or nested form arrays.
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* If all the 3 form controls are valid, then the form group is valid.
* If all the form groups are valid, then the form array is valid.
* Even if a single form control in a form group is invalid, then the form array is invalid.

Here is what we want to do. Until, all the skill related form controls are properly filled and valid, we want to **keep "Add Skill" button disabled**.    
   
This is very easy to achieve. We already know, even if a single form control is invalid, the entire form array is invalid. So to keep the "Add Skill" button disabled, bind the button disabled property to "skills" form array invalid property as shown below.

<button type="button" class="btn btn-primary"

        (click)="addSkillButtonClick()"

        [disabled]="employeeForm.get('skills').invalid">

  Add Skill

</button>

While we are here, let's also include an <hr> element to separate each skills form group.   
   
We want the <hr> element to be generated, only if we have more than 1 skills form group, hence we have bound \*ngIf directive on the <hr> element to i>0

<div formArrayName="skills"

     \*ngFor="let skill of employeeForm.get('skills').controls; let i = index">

  <hr \*ngIf="i>0">

<div [formGroupName]="i">

In the CSS file, include the following style for the <hr> element

hr {

    border: 1px solid silver;

}

### Remove dynamically created form controls angular remove dynamic formcontrol from formgroup

<div class="col-sm-6" \*ngIf="employeeForm.get('skills').length>1">

  <button type="button" class="btn btn-danger btn-sm pull-right"

          title="Delete Skill" (click)="removeSkillButtonClick(i)">

    <span class="glyphicon glyphicon-remove"></span>

  </button>

</div>

**Code Explanation :**   
The following \*ngIf expression ensures, the DELETE SKILL button is only displayed if we have more than one skill FormGroup in the skills FormArray

\*ngIf="employeeForm.get('skills').length>1"

When the button is clicked, removeSkillButtonClick(i) method is called. Notice we are passing the loop variable **i** to the method. This is the index of the FormGroup that we want to remove from the skills FormArray.

(click)="removeSkillButtonClick(i)"

The title attribute on the button, displays "Delete Skill" tooltip when you hover the mouse pointer over the button

title="Delete Skill"

To display the red cross on the button, we are using Bootstrap glyphicon and glyphicon-remove classes.

<span class="glyphicon glyphicon-remove"></span>

If you do not want to display the DELETE button for the first "skills" form group   
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Then use the following ngIf expression on the <div> element that contains the "DELETE" button. This will ensure that the DELETE button will only be displayed for all the dynamically generated SKILL form groups except the first one.

<div class="col-sm-6" \*ngIf="i>0">

Include the following method in the component class.

removeSkillButtonClick(skillGroupIndex: number): void {

  (<FormArray>this.employeeForm.get('skills')).removeAt(skillGroupIndex);

}

**Code Explanation**

* Notice we are using get() on the root form group (employeeForm) and passing it the name of our skills FormArray.
* The get() method returns the FormArray as an abstract control
* To be able to use removeAt() method of the FormArray class, we are type casting the AbstractControl type to FormArray using the type caste operator <FormArray>
* To the removeAt() method we pass the index of the skill FormGroup we want to remove from the skills FormArray

## **rxjs operators in angular services**

First let's create a fake online REST API. Execute the following NPM command to install JSON server

npm install -g json-server

Create **db.json** file in the root project folder. Copy and paste the following JSON data in the file.

{

    "employees": [

        {

            "id": 1,

            "fullName": "Mark",

            "contactPreference": "email",

            "email": "mark@email.com",

            "phone": "5641238971",

            "skills": [

                {

                    "skillName": "C#",

                    "experienceInYears": 1,

                    "proficiency": "beginner"

                },

                {

                    "skillName": "Java",

                    "experienceInYears": 2,

                    "proficiency": "intermediate"

                }

            ]

        },

        {

            "id": 2,

            "fullName": "John",

            "contactPreference": "phone",

            "email": "john@email.com",

            "phone": "3242138971",

            "skills": [

                {

                    "skillName": "Angular",

                    "experienceInYears": 2,

                    "proficiency": "beginner"

                },

                {

                    "skillName": "HTML",

                    "experienceInYears": 2,

                    "proficiency": "intermediate"

                },

                {

                    "skillName": "LINQ",

                    "experienceInYears": 3,

                    "proficiency": "advanced"

                }

            ]

        }

    ]

}

Execute the following command to start the server

json-server --watch db.json

At this point, fire up the browser and navigate to http://localhost:3000/employees/ to see the list of all employees along with their skills. You can test this REST API using a tool like fiddler.   
  
**Creating the required interfaces to represent Employee and Skill types**

Add a file in the employee folder with name **ISkill.ts**. Copy and paste the following code.

export interface ISkill {  
    skillName: string;  
    experienceInYears: number;  
    proficiency: string;  
}

Add a file in the employee folder with name **IEmployee.ts**. Copy and paste the following code.

import { ISkill } from './ISkill';

export interface IEmployee {

    id: number;

    fullName: string;

    email: string;

    phone?: number;

    contactPreference: string;

    skills: ISkill[];

}

**Creating Angular Service**  
  
Add a file in the employee folder with name **employee.service.ts**. Copy and paste the following code.

import { Injectable } from '@angular/core';

import { IEmployee } from './IEmployee';

import { HttpClient, HttpErrorResponse, HttpHeaders } from '@angular/common/http';

import { Observable, throwError } from 'rxjs';

import { catchError } from 'rxjs/operators';

@Injectable()

export class EmployeeService {

    baseUrl = 'http://localhost:3000/employees';

    constructor(private httpClient: HttpClient) {

    }

    getEmployees(): Observable<IEmployee[]> {

        return this.httpClient.get<IEmployee[]>(this.baseUrl)

            .pipe(catchError(this.handleError));

    }

    private handleError(errorResponse: HttpErrorResponse) {

        if (errorResponse.error instanceof ErrorEvent) {

            console.error('Client Side Error :', errorResponse.error.message);

        } else {

            console.error('Server Side Error :', errorResponse);

        }

        return throwError('There is a problem with the service. We are notified & working on it. Please try again later.');

    }

    getEmployee(id: number): Observable<IEmployee> {

        return this.httpClient.get<IEmployee>(`${this.baseUrl}/${id}`)

            .pipe(catchError(this.handleError));

    }

    addEmployee(employee: IEmployee): Observable<IEmployee> {

        return this.httpClient.post<IEmployee>(this.baseUrl, employee, {

            headers: new HttpHeaders({

                'Content-Type': 'application/json'

            })

        })

        .pipe(catchError(this.handleError));

    }

    updateEmployee(employee: IEmployee): Observable<void> {

        return this.httpClient.put<void>(`${this.baseUrl}/${employee.id}`, employee, {

            headers: new HttpHeaders({

                'Content-Type': 'application/json'

            })

        })

            .pipe(catchError(this.handleError));

    }

    deleteEmployee(id: number): Observable<void> {

        return this.httpClient.delete<void>(`${this.baseUrl}/${id}`)

            .pipe(catchError(this.handleError));

    }

}

**RxJS 5 vs 6**  
An Angular 6 project, by default uses RxJS version 6. RxJS 6 has some breaking changes compared to RxJS 5.5 and older versions.   
  
The way we import some of the classes like Observable and Subject has changed in RxJS 6.

In RxJS 5, we import Observable and Subject classes as shown below.

import { Observable } from 'rxjs/Observable';

import { Subject } from 'rxjs/Subject';

In **RxJS 6**, this has changed to

import { Observable, Subject } from 'rxjs';

Similarly, the way we import operators also changed in RxJS 6. To import catchError operator in RxJS 5, we use

import { catchError } from 'rxjs/operators/catchError';

In **RxJS 6**, it has changed to the following

import { catchError } from 'rxjs/operators';

In RxJS 6, we import all the operators from 'rxjs/operators'

import { map, delay, catchError } from 'rxjs/operators';

Many classes like ArrayObservable, EmptyObservable, ErrorObservable etc are also removed from v6, in favour of existing or new operators that perform the same operations.   
  
For example, in v5 to create an ErrorObservable we might use one of the following

new ErrorObservable('Your error message');  
OR  
ErrorObservable.create('Your error message');

In v6, we use throwError() function to achieve this.

return throwError('Your error message');

How do I know, I have to use throwError() function instead of ErrorObservable class. Well, the following GitHub article contains all the differences between RxJS v5.x and v6. A quick search (CTRL + F) on the page for ErrorObservable shows, it has been removed in favour of throwError() function.  
<https://github.com/ReactiveX/rxjs/blob/master/docs_app/content/guide/v6/migration.md>  
  
in v6, import throwError function from rxjs. Since ErrorObservable class is replaced by throwError function, we import it the same way we import other classes like Observable and Subject from rxjs.

import { Observable, throwError } from 'rxjs';

**Implementing ListEmployeesComponent :**    
![angular list component example](data:image/png;base64,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)   
**list-employees.component.html**.

<div class="table-responsive">

  <table class="table table-bordered" \*ngIf="employees && employees.length">

    <thead>

      <tr class="bg-primary">

        <th>Name</th>

        <th>Email</th>

        <th>Phone</th>

        <th>Contact Preference</th>

        <th>Action</th>

      </tr>

    </thead>

    <tbody>

      <tr \*ngFor="let employee of employees">

        <td>{{ employee.fullName }}</td>

        <td>{{ employee.email }}</td>

        <td>{{ employee.phone }}</td>

        <td>{{ employee.contactPreference }}</td>

        <td> <button class="btn btn-primary">Edit</button> </td>

      </tr>

    </tbody>

  </table>

</div>

**list-employees.component.ts**

import { Component, OnInit } from '@angular/core';

import { EmployeeService } from './employee.service';

import { IEmployee } from './IEmployee';

@Component({

  selector: 'app-list-employees',

  templateUrl: './list-employees.component.html',

  styleUrls: ['./list-employees.component.css']

})

export class ListEmployeesComponent implements OnInit {

  employees: IEmployee[];

  constructor(private \_employeeService: EmployeeService) { }

  ngOnInit() {

    this.\_employeeService.getEmployees().subscribe(

      (employeeList) => this.employees = employeeList,

      (err) => console.log(err)

    );

  }

}

**Changes in app.module.ts file**  
To be able to use EmployeeService in ListEmployeesComponent we have to register it. Since we want EmployeeService to be available across the entire application, Let's register it in the application root module AppModule.  
  
Import EmployeeService and include it in the providers array of @NgModule decorator of AppModule. Employee service uses angular's HttpClient service. To be able to use this we have to import HttpClientModule in the AppModule and include it in the imports array.

import { EmployeeService } from './employee/employee.service';

import { HttpClientModule } from '@angular/common/http';

@NgModule({

  declarations: [

    AppComponent,

    CreateEmployeeComponent,

    ListEmployeesComponent

  ],

  imports: [

    BrowserModule,

    AppRoutingModule,

    HttpClientModule,

    ReactiveFormsModule

  ],

  providers: [EmployeeService],

  bootstrap: [AppComponent]

})

export class AppModule { }

## Reactive Edit Forms

We will use **Create Employee Form**for both creating a new employee as well as editing an existing employee details.   
  
**Changes in app-routing.module.ts**

* Include a new route for editing an existing employee details in **app-routing.module.ts**.
* We will use **"create"** route to create a new employee.
* The new **"edit"** route will be for editing an existing employee details.
* Notice to the **"edit"** route we are passing the **id**of the employee we want to edit.

const appRoutes: Routes = [

  { path: 'list', component: ListEmployeesComponent },

  { path: 'create', component: CreateEmployeeComponent },

  { path: 'edit/:id', component: CreateEmployeeComponent },

  { path: '', redirectTo: '/list', pathMatch: 'full' }

];

**Changes in list-employees.component.html :** Include click event binding on the **Edit**button.

<td><button class="btn btn-primary" (click)="editButtonClick(employee.id)">Edit</button></td>

**Changes in list-employees.component.ts :**Import Angular Router

import { Router } from '@angular/router';

Inject it into the component class using the constructor

constructor(private \_employeeService: EmployeeService,

            private \_router: Router) { }

Include editButtonClick() event handler method in the component class. When the Edit button is clicked, the user will be redirected to the "edit" route, passing it the id of the employee we want to edit.

editButtonClick(employeeId: number) {

  this.\_router.navigate(['/edit', employeeId]);

}

**Changes in create-employee.component.ts to support editing an existing employee**  
  
Import ActivatedRoute, EmployeeService, IEmployee and ISkill types

import { ActivatedRoute } from '@angular/router';

import { EmployeeService } from './employee.service';

import { IEmployee } from './IEmployee';

import { ISkill } from './ISkill';

Inject ActivatedRoute and EmployeeService into the component class using the constructor

constructor(private fb: FormBuilder,

            private route: ActivatedRoute,

            private employeeService: EmployeeService) { }

In ngOnInit(), read the id route parameter value. If it is truthy i.e if the id value exists on the route, then call the geEmployee(id) method passing it the employee id.    
  
Once employee data is retrieved and mapped to IEmployee type, it is passed to editEmployee(employee: IEmployee) method.

ngOnInit() {

  // Other existing code...

  this.route.paramMap.subscribe(params => {

    const empId = +params.get('id');

    if (empId) {

      this.getEmployee(empId);

    }

  });

}

getEmployee(id: number) method calls the EmployeeService and retrieves the existing employee details.

getEmployee(id: number) {

  this.employeeService.getEmployee(id)

    .subscribe(

      (employee: IEmployee) => this.editEmployee(employee),

      (err: any) => console.log(err)

    );

}

The following editEmployee() method updates the form controls with the employee data, so the data is displayed on the form and the end user can edit it.  
  
Notice we are using patchValue() method, to update the form controls with the employee data retrieved from server.

editEmployee(employee: IEmployee) {

  this.employeeForm.patchValue({

    fullName: employee.fullName,

    contactPreference: employee.contactPreference,

    emailGroup: {

      email: employee.email,

      confirmEmail: employee.email

    },

    phone: employee.phone

  });

}

**At the moment, we have 3 minor bugs when editing an existing employee.**  
  
Save button not disabled if the form is invalid : To disable the Save button bind disabled property of the button to the invalid property of the employeeForm

<button class="btn btn-primary" type="submit" [disabled]="employeeForm.invalid">Save</button>

We have a custom email validator attached to the email form control. This custom email validator fails validation if the email domain is not dell.com. However, the validation error message is not displayed until the form control is touched or dirty. As we are editing the existing employee details, it makes more sense to display the validation errors if the data is invalid rather than waiting until the email form control is touched or dirty.

To fix this, modify **logValidationErrors()** function as shown below.

logValidationErrors(group: FormGroup = this.employeeForm): void {

  Object.keys(group.controls).forEach((key: string) => {

    const abstractControl = group.get(key);

    this.formErrors[key] = '';

    // abstractControl.value !== '' (This condition ensures if there is a value in the

    // form control and it is not valid, then display the validation error)

    if (abstractControl && !abstractControl.valid &&

        (abstractControl.touched || abstractControl.dirty || abstractControl.value !== '')) {

      const messages = this.validationMessages[key];

      for (const errorKey in abstractControl.errors) {

        if (errorKey) {

          this.formErrors[key] += messages[errorKey] + ' ';

        }

      }

    }

    if (abstractControl instanceof FormGroup) {

      this.logValidationErrors(abstractControl);

    }

  });

}

Similarly, if email and confirm email are not equal, the validation error is not displayed until the confirm email form control is dirty. To fix this include the following condition in matchEmail() function.

confirmEmailControl.value === ''

Here is the matchEmail() function with the above condition included.

function matchEmail(group: AbstractControl): { [key: string]: any } | null {

  const emailControl = group.get('email');

  const confirmEmailControl = group.get('confirmEmail');

  // If confirm email control value is not an empty string, and if the value

  // does not match with email control value, then the validation fails

  if (emailControl.value === confirmEmailControl.value

    || (confirmEmailControl.pristine && confirmEmailControl.value === '')) {

    return null;

  } else {

    return { 'emailMismatch': true };

  }

}

At the moment, the skills form array is not populated with the employees existing skills. We will discuss how to do this in our next video.

## **Angular populate formarray**

Populate angular formarray with existing data. We want to populate skills **FormArray**, with existing skills an employee has. When we load this data on a form to edit this employee details, we want to populate skills FormArray.   
To achieve this modify editEmployee() method in create-employee.component.ts as shown below.   
  
Notice we are using setControl() method to replace the skills FormArray with the FormArray that setExistingSkills() method returns.

editEmployee(employee: IEmployee) {

  this.employeeForm.patchValue({

    fullName: employee.fullName,

    contactPreference: employee.contactPreference,

    emailGroup: {

      email: employee.email,

      confirmEmail: employee.email

    },

    phone: employee.phone

  });

  this.employeeForm.setControl('skills', this.setExistingSkills(employee.skills));

}

**setExistingSkills() method**

* loops through each skill object of an employee
* Creates a FormGroup with 3 form controls (skillName, experienceInYears, proficiency)
* Pushes the FormGroup into the FormArray
* Finally, this FormArray with the existing skills of the employee is returned

setExistingSkills(skillSets: ISkill[]): FormArray {

  const formArray = new FormArray([]);

  skillSets.forEach(s => {

    formArray.push(this.fb.group({

      skillName: s.skillName,

      experienceInYears: s.experienceInYears,

      proficiency: s.proficiency

    }));

  });

  return formArray;

}

**Important - Programmatically changing a formarray in angular does not change dirty state :**At this point, if you remove one of the skill groups from the FormArray by clicking the "Delete Skill" button, notice the dirty and touched state of the form is still false.    
This is because, the state properties like dirty, touched etc are designed to indicate whether a user has interacted with the form.   
By default, programmatic change to value of a form control will not flip the value of these properties. However, in some cases you may need to mark form controls, form groups and form arrays as touched, dirty etc. In such cases you can explicitly do so by calling markAsDirty() and markAsTouched() methods.  
In our case, when a SKILL form group is removed from the FormArray we want to mark the formArray as touched and dirty. To achieve this, we are using markAsDirty() and markAsTouched() methods.

removeSkillButtonClick(skillGroupIndex: number): void {

  const skillsFormArray = <FormArray>this.employeeForm.get('skills');

  skillsFormArray.removeAt(skillGroupIndex);

  skillsFormArray.markAsDirty();

  skillsFormArray.markAsTouched();

}

## **Angular reactive forms put**

At component class level, include property of type IEmployee which holds data loaded from server for editing.

getEmployee(id: number) {

  this.employeeService.getEmployee(id)

    .subscribe(

      (employee: IEmployee) => {

        this.employee = employee; // Store employee object returned by API in employee property

        this.editEmployee(employee);

      },

      (err: any) => console.log(err)

    );

}

In the view template we have ngSubmit event bound to onSubmit() method

<form [formGroup]="employeeForm" (ngSubmit)="onSubmit()" class="form-horizontal">

onSubmit(): void {

  this.mapFormValuesToEmployeeModel();

  this.employeeService.updateEmployee(this.employee).subscribe(

    () => this.router.navigate(['list']),

    (err: any) => console.log(err)

  );

}

mapFormValuesToEmployeeModel() {

  this.employee.fullName = this.employeeForm.value.fullName;

  this.employee.contactPreference = this.employeeForm.value.contactPreference;

  this.employee.email = this.employeeForm.value.emailGroup.email;

  this.employee.phone = this.employeeForm.value.phone;

  this.employee.skills = this.employeeForm.value.skills;

}

At this point, you may be thinking can't I simply type cast employeeForm.value to IEmployee type.

this.employee = <IEmployee>this.employeeForm.value;

**No,** employeeForm.value does not match with the shape of IEmployee. In employeeForm.value, we do not have id property. Also, email and conifrmEmail properties are present in a nested FormGroup called emailGroup in the employeeForm, where as in the IEmployee interface we do not have such an email group property. We only have email property on th IEmployee interface. confirmEmail form control in the employeeForm is only there for validation. We do not need to save it on the server.   
  
Another approach is to use Object.assign() method as shown below. But this approach also will not work for us, because the employeeForm.value has an additional emailGroup property but not on the IEmploye interface.

this.employee = Object.assign({}, this.employee, this.employeeForm.value);

The updateEmployee() method of Angular EmployeeService issues a PUT request to the server side REST API.

updateEmployee(employee: IEmployee): Observable<void> {

    return this.httpClient.**put**<void>(`${this.baseUrl}/${employee.id}`, employee, {

        headers: new HttpHeaders({

            'Content-Type': 'application/json'

        })

    })

        .pipe(catchError(this.handleError));

}

When REST API call completes successfully, navigate user to list route.

Angular Router service is required to navigate the user to the list route. So, please make sure to import and inject Angular Router service into the component class.

import { Router } from '@angular/router';

constructor(private fb: FormBuilder,

  private route: ActivatedRoute,

  private employeeService: EmployeeService,

  private router: Router) { }

click the **save**button, the edited data should be saved and redirected to list route. see saved changes in **db.json**file.

## **Angular Reactive Forms Post**

If we get to the CreateEmployeeComponent and in the route if we do not have ID parameter, then we know we are creating a new employee and not editing an existing employee. modify **ngOnInit()** as shown below. Notice in the ELSE block, we are initialising a new empty Employee object.

this.route.paramMap.subscribe(params => {

  const empId = +params.get('id');

  if (empId) {

    this.pageTitle = 'Edit Employee';

    this.getEmployee(empId);

  } else {

    this.pageTitle = 'Create Employee';

    this.employee = {

      id: null,

      fullName: '',

      contactPreference: '',

      email: '',

      phone: null,

      skills: []

    };

  }

});

modify code in **onSubmit()** method. Check if the id property on employee object is truthy. IF it is, then we know we are editing an employee, so call updateEmployee() of the EmployeeService which issues a PUT request to the REST API.

ELSE, we know we are creating a new employee. So in this case, call addEmployee()

onSubmit(): void {

  this.mapFormValuesToEmployeeModel();

  if (this.employee.id) {

    this.employeeService.updateEmployee(this.employee).subscribe(

      () => this.router.navigate(['list']),

      (err: any) => console.log(err)

    );

  } else {

    this.employeeService.addEmployee(this.employee).subscribe(

      () => this.router.navigate(['list']),

      (err: any) => console.log(err)

    );

  }

}

Here is the addEmployee() method of the EmployeeService for your reference.

addEmployee(employee: IEmployee): Observable<IEmployee> {

    return this.httpClient.post<IEmployee>(this.baseUrl, employee, {

        headers: new HttpHeaders({

            'Content-Type': 'application/json'

        })

    })

    .pipe(catchError(this.handleError));

}

<div class="panel-heading">

  <h3 class="panel-title">{{pageTitle}}</h3>

</div>

# Angular Modules

Angular Moduleis a class decorated with @NgModuledecorator. It is a mechanism to group components, directives, pipes and services that are related to a feature area of an angular application.   
  
For example, if you are building application to manage employees, you might have following features in application.

|  |  |
| --- | --- |
| **Application Feature** | **Description** |
| Employee Feature | Deals with creating, reading, updating and deleting employees |
| Login Feature | Deals with login, logout, authenticate and authorize users |
| Report Feature | Deals with generating employee reports like total number of employees by department, |

To group the components, directives, pipes and services related to a specific feature area, we create a module for each feature area. These modules are called **feature modules**.   
  
In addition to feature modules, an Angular application also contains the following modules.

|  |  |
| --- | --- |
| **Module Type** | **Description** |
| Root Module | Every Angular application has at least one module, the root module(**AppModule)**. We bootstrap this root module to launch the application. If the application that you are building is a simple application with a few components, then all you need is the root module. As the application starts to grow and become complex, in addition to the root module, we may add several feature modules. We then import these feature modules to root module. |
| Core Module | The most use of this module is to include the providers of http services. Services in Angular are usually singletons. So to ensure that, only one instance of a given service is created across the entire application, we include all our singleton service providers in the core module. In most cases, a CoreModule is a pure services module with no declarations. The core module is then imported into the root module (AppModule) only. CoreModule should never be imported in any other module. |
| Shared Module | This module contains reusable components, directives, and pipes. The Shared module is then imported into specific Feature Modules as needed. The Shared module might also export the commonly used Angular modules like CommonModule, FormsModule etc. so they can be easily used across your application, without importing them in every Feature Module. |
| Routing Modules | We can have one or more routing modules for application level routes and feature module routes |

**What are the advantages of splitting an angular application into multiple Angular Modules**

|  |  |
| --- | --- |
| **Benefit** | **Description** |
| Organizing Angular Application | Modules are a great way to organise an angular application. Every feature area is present in it's own feature module. All Shared pieces (like components, directives & pipes) are present in a Shared module. All Singleton services are present in a core module. As we clearly know what is present in each module, it's easier to understand, find and change code if required |
| Code Reuse | Modules are great way to reuse code. For example, if you have components, directives or pipes that you want to reuse, you include them in a Shared module and import it into the module where you need them rather than duplicating code. |
| Code Maintenance | Since Angular Modules promote code reuse and separation of concerns, they are essential for writing maintainable code in angular projects |
| Performance | Angular modules can be loaded either eagerly when the application starts or lazily on demand when they are actually needed or in the background. Lazy loading angular modules can significantly boost the application start up time. |

**@NgModule Decorator**   
The @NgModule decorator has the following properties: declarations, bootstrap, providers, imports, exports

In preparation for refactoring our application into multiple modules, let's create the following 2 components

HomeComponent and PageNotFoundComponent

ng g c home --flat

ng g c page-not-found --flat

**home.component.html**

<div class="panel panel-primary">

  <div class="panel-heading">

    <h3 class="panel-title">Employee Management System</h3>

  </div>

  <div class="panel-body">

    <img src="../assets/images/Employees.jpg" class="img-responsive"/>

  </div>

</div>

**Please note :**Create **images**folder in the **assets**folder. Download **Employees.jpg** and place it in the **images**folder.   
[![Employees Image](data:image/jpeg;base64,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)](https://3.bp.blogspot.com/-ZHkznRxGNrU/XAP3RcV8O4I/AAAAAAAArcU/AlrfBPZcmKAioa7xX4a926LVRlY-ob56gCLcBGAs/s1600/Employees.jpg)   
**page-not-found.component.html**

<h1>The page you are looking for cannot be found.</h1>

Include home and wild card routes in **app-routing.module.ts**

import { HomeComponent } from './home.component';

import { PageNotFoundComponent } from './page-not-found.component';

const appRoutes: Routes = [

  { path: 'home', component: HomeComponent },   // home route

  { path: 'list', component: ListEmployeesComponent },

  { path: 'create', component: CreateEmployeeComponent },

  { path: 'edit/:id', component: CreateEmployeeComponent },

  // redirect to the home route if the client side route path is empty

  { path: '', redirectTo: '/home', pathMatch: 'full' },

  { path: '\*\*', component: PageNotFoundComponent }// wild card route

];

In the root component (**app.component.html**) include a menu item for the home route

<div class="container">

    <nav class="navbar navbar-default">

        <ul class="nav navbar-nav">

            <!-- Include this Home menu item for the home route-->

            <li><a routerLinkActive="active" routerLink="home">Home</a></li>

            <li><a routerLinkActive="active" routerLink="list">List</a></li>

            <li><a routerLinkActive="active" routerLink="create">Create</a></li>

        </ul>

    </nav>

    <router-outlet></router-outlet>

</div>

## Creating Feature Module

At the moment all our application components, directives, pipes and services are in this one module in Root module (AppModule) app.module.ts. As we add more features, this module is going to get more complex and extremely difficult to maintain.   
  
What we want to do now is move all the **EMPLOYEE**feature related components, directives, pipes and services into a separate feature module. Let's name this new feature module - **EmployeeModule**. 

ng g m employee/employee --flat -m app

* Creates the EmployeeModule in a file with name employee.module.ts.
* Imports EmployeeModule into the root module - AppModule.

**employee.module.ts**

// employee.module.ts

import { NgModule } from '@angular/core';

// Exports all the basic Angular directives and pipes such as NgIf, NgFor, DecimalPipe etc.

import { CommonModule } from '@angular/common';

// CreateEmployeeComponent uses ReactiveFormsModule directives such as

// formGroup so ReactiveFormsModule needs to be imported into this Module

// An alternative approach would be to create a Shared module and export

// the ReactiveFormsModule from it, so any other module that needs

// ReactiveFormsModule can import it from the SharedModule.

import { ReactiveFormsModule } from '@angular/forms';

// Import and declare the components that belong to this Employee Module

import { CreateEmployeeComponent } from './create-employee.component';

import { ListEmployeesComponent } from './list-employees.component';

@NgModule({

  imports: [

    CommonModule,

    ReactiveFormsModule

  ],

  declarations: [

    CreateEmployeeComponent,

    ListEmployeesComponent

  ],

  // If you want the components that belong to this module, available to

  // other modules, that import this module, then include all those

  // components in the exports array. Similarly you can also export the

  // imported Angular Modules

  // exports: [

  //   CreateEmployeeComponent,

  //   ReactiveFormsModule

  // ]

})

export class EmployeeModule { }

**Browser Module v/s Common Module**  
In the root module(AppModule), we do not have to import CommonModule explicitly because the BrowserModule imports and re-exports CommonModule. So all the directives and pipes provided by the CommonModule are available in the RootModule, because root module imports BrowserModule.   
  
BrowserModule provides services that are essential to launch and run a browser application. BrowserModule should be imported only once and that too only by the root module.  
  
Since we have moved the following components to EmployeeModule, we can remove them from the RootModule.

* CreateEmployeeComponent
* ListEmployeesComponent

Similarly ReactiveFormsModule is also not required in the root module. ReactiveFormsModule components, directives and pipes are only needed in EmployeeModule so we moved it there.

// app.module.ts

import { BrowserModule } from '@angular/platform-browser';

import { NgModule } from '@angular/core';

~~import { ReactiveFormsModule } from '@angular/forms';~~

import { HttpClientModule } from '@angular/common/http';

import { AppRoutingModule } from './app-routing.module';

import { AppComponent } from './app.component';

import { HomeComponent } from './home.component';

import { PageNotFoundComponent } from './page-not-found.component';

~~import { CreateEmployeeComponent } from './employee/create-employee.component';~~

~~import { ListEmployeesComponent } from './employee/list-employees.component';~~

import { EmployeeModule } from './employee/employee.module';

import { EmployeeService } from './employee/employee.service';

@NgModule({

  declarations: [

    AppComponent,

~~CreateEmployeeComponent,~~

~~ListEmployeesComponent,~~

    HomeComponent,

    PageNotFoundComponent

  ],

  imports: [

    BrowserModule,

    AppRoutingModule,

~~ReactiveFormsModule,~~

    HttpClientModule,

EmployeeModule

  ],

  providers: [EmployeeService],

  bootstrap: [AppComponent]

})

export class AppModule { }

We can still simplify the code in root module. Notice the EmployeeService is still in the root module. We can move this service to the EmployeeModule or CoreModule. We will discuss this in our upcoming videos.  
  
At the moment all our application routes, including the routes to **LIST, CREATE & EDIT**employees are in one routing module - AppRoutingModule. We will discuss moving EMPLOYEE feature related routes to a separate routing module.

## **Creating Feature Routing Module**

At the moment, all our application routes, including the EMPLOYEE feature module routes like LIST, CREATE, EDIT are present in AppRoutingModule. This module is in **app-routing.module.ts** file.   
  
For separation of concerns and ease of maintenance, here is what we want to do.

Include all the application level routes like HOME, EMPTY PATH & WILD CARD routes in the AppRoutingModule

Include all the EMPLOYEE feature module routes like LIST, CREATE & EDIT in a separate EmployeeRoutingModule

**Creating Employee feature routing module:**  
The following is the common naming convention used when creating a separate routing module for a feature module.  
Feature routing module file name convention: featureModule-routing.module.ts  
Feature routing module class name convention: FeatureModuleRoutingModule  
  
**For example if your feature module name is employee, then the**

Routing Module File Name is employee-routing.module.ts

Routing Module Class Name is EmployeeRoutingModule

**ng g m employee/employee-routing --flat -m app**

employee-routing.module.ts

import { NgModule } from '@angular/core';

// Import RouterModule & Routes type

import { RouterModule, Routes } from '@angular/router';

// Import all the components that we will be referencing in the route definitions

import { CreateEmployeeComponent } from './create-employee.component';

import { ListEmployeesComponent } from './list-employees.component';

// Define the routes

const appRoutes: Routes = [

  { path: 'list', component: ListEmployeesComponent },

  { path: 'create', component: CreateEmployeeComponent },

  { path: 'edit/:id', component: CreateEmployeeComponent },

];

// In a feature module forChild() method must be used to register routes

// Export RouterModule, so the it's directives like RouterLink, RouterOutlet

// are available to the EmployeeModule that imports this module

@NgModule({

  imports: [ RouterModule.forChild(appRoutes) ],

  exports: [ RouterModule ]

})

export class EmployeeRoutingModule { }

**RouterModule forRoot vs forChild**  
  
forRoot() method registers the specified routes. It also creates an instance of the Router service and registers it with the angular's dependency injector.  
  
forChild() method on the other hand only registers the additional specified routes and tells angular to reuse the Router service instance that forRoot has created.

**Angular services are singletons**. So, to ensure that, there is only one instance of Router service, forRoot() method should be called only once in the main application routing module.   
  
In all the feature routing modules forChild() method should be used to register the additional routes.

When forChild() method is called, Angular Router knows it has to only register the additional specified routes and not to re-register the Angular Router service.  
  
**Step 3 :**Import EmployeeRoutingModule into EmployeeModule

import { NgModule } from '@angular/core';

import { CommonModule } from '@angular/common';

import { ReactiveFormsModule } from '@angular/forms';

// Import the EmployeeRoutingModule

import { EmployeeRoutingModule } from './employee-routing.module';

import { CreateEmployeeComponent } from './create-employee.component';

import { ListEmployeesComponent } from './list-employees.component';

@NgModule({

  imports: [

    CommonModule,

    ReactiveFormsModule,

    // Add EmployeeRoutingModule to the imports array

    EmployeeRoutingModule

  ],

  declarations: [

    CreateEmployeeComponent,

    ListEmployeesComponent

  ]

})

export class EmployeeModule { }

**Step 4 :**Remove the EMPLOYEE feature module routes from AppRoutingModule (app-routing.module.ts)

import { NgModule } from '@angular/core';

import { RouterModule, Routes } from '@angular/router';

import { HomeComponent } from './home.component';

import { PageNotFoundComponent } from './page-not-found.component';

const appRoutes: Routes = [

  { path: 'home', component: HomeComponent },

  { path: '', redirectTo: '/home', pathMatch: 'full' },

  { path: '\*\*', component: PageNotFoundComponent }

];

@NgModule({

  imports: [ RouterModule.forRoot(appRoutes) ],

  exports: [ RouterModule ]

})

export class AppRoutingModule { }

**All angular feature modules should be imported before AppRoutingModule**   
At this point if you launch the application, except the HOME route, all the routes (LIST, CREATE, EDIT) displays the PageNotFoundComponent template. 

When you comment the following WILD CARD route in the AppRoutingModule, the rest of the routes (LIST, CREATE, EDIT) work. If you uncomment the WILD CARD route, the EMPLOYEE feature module routes stop working again.

const appRoutes: Routes = [

  { path: 'home', component: HomeComponent },

  { path: '', redirectTo: '/home', pathMatch: 'full' },

  // { path: '\*\*', component: PageNotFoundComponent }

];

**Why are the EMPLOYEE feature module routes (LIST, CREATE, EDIT) not working**  
This is because of the order in which AppRoutingModule and EmployeeModule are imported in the root module AppModule. Notice at the moment, AppRoutingModule is imported before EmployeeModule in the AppModule.

@NgModule({

  declarations: [

    AppComponent,

    HomeComponent,

    PageNotFoundComponent

  ],

  imports: [

    BrowserModule,

    AppRoutingModule,

    HttpClientModule,

    EmployeeModule

  ],

  providers: [EmployeeService],

  bootstrap: [AppComponent]

})

export class AppModule { }

Because AppRoutingModule is imported before EmployeeModule, the routes will be ordered as shown below. Notice, the WILD CARD route is before all the EMPLOYEE feature module routes. Because of this we will never be able to get to the LIST,CREATE and EDIT routes.

{ path: 'home', component: HomeComponent },

{ path: '', redirectTo: '/home', pathMatch: 'full' },

{ path: '\*\*', component: PageNotFoundComponent },

{ path: 'list', component: ListEmployeesComponent },

{ path: 'create', component: CreateEmployeeComponent },

{ path: 'edit/:id', component: CreateEmployeeComponent },

To fix this all we have to do is, change the import order of the modules in the AppModule. Import EmployeeModule before AppRoutingModule as shown below.

  imports: [

    BrowserModule,

    EmployeeModule,

    AppRoutingModule,

    HttpClientModule,

  ],

With the above change the routes will be ordered as shown below and all our EMPLOYEE feature module routes work as expected. For this reason all feature modules should be imported before AppRoutingModule.

{ path: 'list', component: ListEmployeesComponent },

{ path: 'create', component: CreateEmployeeComponent },

{ path: 'edit/:id', component: CreateEmployeeComponent },

{ path: 'home', component: HomeComponent },

{ path: '', redirectTo: '/home', pathMatch: 'full' },

{ path: '\*\*', component: PageNotFoundComponent },

## Creating Shared Module

Shared module contains all the commonly used directives, pipes, and components that we want to share with other modules that import this shared module.    
  
**Things to consider when creating a shared module**

* The SharedModule may re-export other common angular modules, such as CommonModule, FormsModule,

ReactiveFormsModule etc. Instead of writing the same code in every feature module to import these commonly used Angular modules we can re-export them from a SharedModule, so these commonly used Angular Modules are available to all the feature modules that import this SharedModule.

* The SharedModule should not have providers. This is because, lazy loaded modules create their own branch on the Dependency Injection tree. As a result of this, if a lazy loaded module imports the shared module, we end up with more than one instance of the service provided by the shared module. For this same reason, the SharedModule should not import or re-export modules that have providers.
* The SharedModule is then imported by all the FeatureModules where we need the shared functionality. The SharedModule can be imported by both - eager loaded FeatureModules as well as lazy loaded FeatureModules. We will discuss eager and lazy loading modules in our upcoming videos.

**SharedModule (shared.module.ts)**

ng g m shared/shared --flat -m employee/employee

import { NgModule } from '@angular/core';

import { CommonModule } from '@angular/common';

import { ReactiveFormsModule } from '@angular/forms';

@NgModule({

  imports: [

    // At the moment we do not have any components in this SharedModule that require directives

// of CommonModule or ReactiveFormsModule. So we did not include them here in the imports

// array. We can export a module without importing it first

  ],

  declarations: [],

  // Our Employee FeatureModule requires the CommonModule directives such as ngIf, ngFor etc.

// Similarly, Employee FeatureModule also requires ReactiveFormsModule directives. So export

// CommonModule and ReactiveFormsModule.

  exports: [

    CommonModule,ReactiveFormsModule

  ]

})

export class SharedModule { }

In EmployeeModule (employee.module.ts), remove CommonModule and ReactiveFormsModule references as these modules are now provided by the imported SharedModule.

import { NgModule } from '@angular/core';

import { EmployeeRoutingModule } from './employee-routing.module';

import { CreateEmployeeComponent } from './create-employee.component';

import { ListEmployeesComponent } from './list-employees.component';

import { SharedModule } from '../shared/shared.module';

@NgModule({

  imports: [

    EmployeeRoutingModule, SharedModule,

  ],

  declarations: [

    CreateEmployeeComponent, ListEmployeesComponent

  ]

})

export class EmployeeModule { }

## **Grouping & creating ComponentLess route**

**employee-routing.module.ts**

const appRoutes: Routes = [

  { path: 'list', component: ListEmployeesComponent },

  { path: 'create', component: CreateEmployeeComponent },

  { path: 'edit/:id', component: CreateEmployeeComponent },

];

All the routes in an angular module that you want to lazy load should have the same route prefix. At the moment, the above 3 routes does not have a common route prefix.

const appRoutes: Routes = [

  {

    path: 'employees', // parent route with path employees.

    children: [ // parent 'employees' route has 3 child routes

      { path: '', component: ListEmployeesComponent },

      { path: 'create', component: CreateEmployeeComponent },

      { path: 'edit/:id', component: CreateEmployeeComponent },

    ]

  }

];

All the 3 child routes will be pre-fixed with the parent route path – employees.

Parent route(employees) doesn’t have component associated with it. This route is called a **component less route**.

With above route configuration, we have following routes. All routes in this module have same route prefix.

|  |  |
| --- | --- |
| **Route Path** | **Description** |
| /employees | Displays the list of all employees |
| /employees/create | Allows to create a new employee |
| /employees/edit/1 | Allows to create a edit an existing employee |

Update the routes in the navigation menu in **app.component.html**

<li><a routerLinkActive="active" routerLink="employees">List</a></li>

<li><a routerLinkActive="active" routerLink="employees/create">Create</a></li>

In **list-employees.component.ts**, modify the code to redirect to the new EDIT route (employees/edit/id)

editButtonClick(employeeId: number) {

  this.\_router.navigate(['/employees/edit', employeeId]);

}

In **create-employee.component.ts**, modify the code to redirect to the new 'employees'route

onSubmit(): void {

  this.mapFormValuesToEmployeeModel();

  if (this.employee.id) {

    this.employeeService.updateEmployee(this.employee).subscribe(

      () => this.router.navigate(['employees']),

      (err: any) => console.log(err)

    );

  } else {

    this.employeeService.addEmployee(this.employee).subscribe(

      () => this.router.navigate(['employees']),

      (err: any) => console.log(err)

    );

  }

}

## **Lazy Loading Angular Modules**

At the moment we have 2 modules: Root application module – AppModule, Feature module - EmployeeModule  
As you add more features to application you will have more feature modules like ReportsModule, AdminModule etc

Overall application size will grow. At some point you'll reach tipping point where application takes long time to load.    
  
Unless, you are using lazy loading, all the modules are eagerly loaded. All the modules and their associated components, directives, pipes and services must be downloaded from the server, when user first visits the application.   
  
To address this problem, we use **asynchronous routing**, which loads feature modules lazily, on demand. This can significantly reduce the initial load time of your application.   
  
At the moment, the 2 modules (AppModule & EmployeeModule) in our application are eagerly loaded.

We want to lazily load EmployeeModule. To lazy load a module, it has to meet 2 requirements.

* All the routes in the angular module that you want to lazy load should have the same route prefix
* The module should not be referenced in any other module. If it is referenced, the module loader will eagerly load it instead of lazily loading it.

At the moment, our application does not meet the second requirement.EmployeeModule that we want to lazy load is referenced in the AppModule. So please **delete** the EmployeeModule references in the AppModule (app.module.ts)   
At this point, if we navigate to any of the EmployeeModule routes (i.e /employees or employees/create or employees/edit/2), we see the PageNotFoundComponent template displayed.   
  
To fix this, **we have to lazy load the EmployeeModule**. To achieve this, include the following route in app-routing.module.ts file. This new route, lazily loads the EmployeeModule. Make sure the below route is before the wild card route in the AppRoutingModule. Otherwise we would not be able to get to any of the EmployeeModule routes.

{ path: 'employees', loadChildren: './employee/employee.module#EmployeeModule' }

At this point, if we navigate to any EmployeeModule routes (i.e /employees or employees/create or employees/edit/2),

we see either an empty page or the PageNotFoundComponent template displayed.   
  
But if we include an extra /employees in the path as shown below, then all EmployeeModule routes work as expected

|  |
| --- |
| /employees/employees |
| /employees/employees/create |
| /employees/employees/edit/2 |

To fix this, in **employee-routing.module.ts** file, change following routes. We do not need parent route - 'employees'

const appRoutes: Routes = [  
~~{~~  
~~path: 'employees',  
    children: [~~  
      { path: '', component: ListEmployeesComponent },  
      { path: 'create', component: CreateEmployeeComponent },  
      { path: 'edit/:id', component: CreateEmployeeComponent },  
~~]  
  }~~  
];

With the above changes, the **Employee feature module should be lazily loaded**. You can confirm this by looking at the **Network**tab on the **Browser Developer Tools**.

## **Preloading Angular Modules**

Module loading strategies in Angular: **Eager** Loading, **Lazy** Loading, **Pre**loading
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**Eager loading :**All modules must be downloaded onto the client machine before the application starts.

* If we do not do anything special, by default, the angular modules are eagerly loaded
* The root application module (AppModule) is always eagerly loaded
* Only the first request to the application takes a long time, but the subsequent requests from that same client will be faster. This is because, with eager loading, all the modules must be loaded before the application starts.
* There is nothing special that we have to do, for an Angular module to be eager loaded. It just needs to be referenced in the application using imports metadata of @NgModule decorator.

**Lazy loading :** Lazy loaded modules are loaded when user navigates to routes in those respective modules.

* To lazy load a module, it should not be referenced in any other module. If it is referenced, the module loader will eagerly load it instead of lazily loading it.
* Only the root module and other essential modules that user expects to see when the application first starts are loaded. In our example here, only the root module and employee module are loaded when the application starts. The rest of the modules i.e ReportsModule and AdminModule are configured to be lazy loaded so they are not loaded when the application starts.

**Preloading :** Application can download lazy loaded module in the background after the initial bundle that is required to start the application is downloaded. Preloading is same as lazy loading but happens slightly differently.

* First, the module to bootstrap the application and eager loaded modules are downloaded.
* At this point, we have the application up and running and the user is interacting with the application.
* While application has nothing to download, it downloads angular modules configured to preload in background.
* So, by time user navigates to a route in a lazy loaded module, it is already pre-loaded, so the user does not have to wait, and sees the component associated with that route right away. Preloading is also often called Eager Lazy Loading

**Configuring Preloading in Angular :**  
**Step 1 :**Import PreloadAllModules type from @angular/router package

import { PreloadAllModules } from '@angular/router';

**Step 2 :** Set preloadingStrategy to PreloadAllModules. We do this in the configuration object that we pass as a second parameter to the forRoot() method of the RouterModule class.

@NgModule({  
  imports: [  
    RouterModule.forRoot(appRoutes, { preloadingStrategy: PreloadAllModules })  
  ],  
  exports: [ RouterModule ]  
})  
export class **AppRoutingModule** { }

**The value for preloadingStrategy property can be one of the following**

|  |  |
| --- | --- |
| **Value** | **Description** |
| NoPreloading | This is the default and does not preload any modules |
| PreloadAllModules | Preloads all modules as quickly as possible in the background |
| Custom Preload Strategy | We can also specify our own custom preloading strategy. |

## **Custom Preloading Strategy**

To control when a lazy loaded module is downloaded onto the client machine, we use preloadingStrategy property.   
Let us say in our Angular project, we have 2 lazy loaded modules: EmployeeModule, AdminModule.

If we set, preloadingStrategy: PreloadAllModules, then both lazy loaded modules is preloaded in background.

RouterModule.forRoot(appRoutes, {preloadingStrategy: PreloadAllModules})

If we set preloadingStrategy:NoPreloading, then none of the lazy loaded modules will be preloaded.

RouterModule.forRoot(appRoutes, {preloadingStrategy: NoPreloading})

We have to create **Custom Preloading Strategy** if we want to preload EmployeeModule, but not the AdminModule  
  
**Step 1 :** create a service that implements Angular's built-in PreloadingStrategy abstract class

ng g s CustomPreloading

**custom-preloading.service.ts**.

import { Injectable } from '@angular/core';

import { PreloadingStrategy, Route } from '@angular/router';

import { Observable, of } from 'rxjs';

@Injectable({

  providedIn: 'root'

})

export class CustomPreloadingService implements PreloadingStrategy {

  constructor() { }

  preload(route: Route, fn: () => Observable<any>): Observable<any> {

    // If data property exists on route of lazy loaded module and if that data property

// also has preload property set to true, then return the fn() which preloads the module

    if (route.data && route.data['preload']) {

      return fn();

    // If data property does not exist or preload property is set to

    // false, then return Observable of null, so the module is not preloaded in the background

    } else {

      return of(null);

    }

  }

}

**app-routing.module.ts**, import CustomPreloadingService, Set CustomPreloadingService as Preloading Strategy

import { CustomPreloadingService } from './custom-preloading.service';

RouterModule.forRoot(appRoutes, {  
  preloadingStrategy: CustomPreloadingService  
})

Modify **'employees'** route, and set preload property to true or false. Set it to true if you want EmployeeModule

to be preloaded else false.

const appRoutes: Routes = [

  { path: 'home', component: HomeComponent },

  { path: '', redirectTo: '/home', pathMatch: 'full' },

  {

    path: 'employees',

    data: { preload: true },

    loadChildren: './employee/employee.module#EmployeeModule'

  },

  { path: '\*\*', component: PageNotFoundComponent }

];